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Un bel trailer da iniziare: il [Web 2.0 ... The Machine is Us](http://www.youtube.com/watch?v=6gmP4nk0EOE) it di Michael Wesch, Assistant Professor di Antropologia culturale presso la Kansas State University.

## Il linguaggio XML

**XML** è l'acronimo di **Extensible Markup Language** . Ciò significa che:

* XML è un **linguaggio** formale . Ciò significa che XML è definito da un insieme di regole formali (una grammatica) che dicono esattamente come comporre un documento XML.
* XML consente di **contrassegnare i** tuoi dati. I dati sono inclusi nei documenti XML come stringhe di testo e sono circondati da una marcatura di testo che descrive i dati.
* XML è **estensibile** . La lingua consente un set estensibile di tag di markup che possono essere adattati per soddisfare molte esigenze diverse.

XML è semplicemente un formato flessibile per contrassegnare i dati con tag leggibili dall'uomo. Vale la pena sottolineare che un documento XML è un **documento di testo** e può essere letto e modificato con qualsiasi editor di testo. In particolare, **XML non è** un:

* **linguaggio di presentazione** come HTML. Il markup XML definisce il significato dei dati. Non dice nulla sullo stile dei dati.
* **linguaggio di programmazione** come Java. Un documento XML non calcola nulla.
* **protocollo di trasporto di rete** come HTTP. XML non trasferisce i dati attraverso la rete.
* **sistema di gestione di database** come Oracle. XML non memorizza e recupera i dati.

Un **parser XML** è un software che legge il documento XML e determina se è ben formato. Un documento **ben formato**aderisce alle regole grammaticali XML. Vale la pena notare che un parser XML non può accettare un documento non valido e non è consentito provare a correggere il documento. E 'necessario segnalare gli errori.

XML è utile sia per gli esseri umani che per i computer. Gli scenari comuni in cui XML può essere utilizzato dalle persone includono:

* **crivere un libro** usando [DocBook](http://www.docbook.org/) . Docbook è un'applicazione XML progettata per il markup di nuovi testi. È particolarmente comune nella documentazione del computer. Gran parte del corpus del Linux Documentation Project è scritto in DocBook. I vantaggi dell'utilizzo di DocBook includono: non è proprietario, portatile, modulare e facile da usare con qualsiasi editor di testo. Inoltre, è possibile formattare la versione finale in base alle proprie esigenze: PostScript per la stampa, DVI per visualizzare, HTML per la pubblicazione sul Web;
* **scrivere una pagina Web** in [XHTML](http://www.w3.org/TR/xhtml1) . XHTML definisce una versione di HTML compatibile con XML. A differenza dei documenti HTML, un documento XHTML valido può essere manipolato con gli stessi strumenti utilizzati per lavorare con XML. Inoltre, il documento XHTML può contenere altri markup appartenenti a una diversa applicazione XML, come un'immagine [SVG](http://www.w3.org/TR/SVG/) o un'equazione [MathML](http://www.w3.org/TR/REC-MathML/) . I vantaggi dell'utilizzo di XHTML includono: ha una sintassi ben definita, puoi lavorare con qualsiasi strumento XML (per analizzare, convalidare, collegare e interrogare il tuo documento) e i motori di ricerca web alla fine capiranno il tuo documento e lo indicheranno correttamente.

I documenti risultanti sono chiamati documenti **incentrati sul testo** . Questi sono documenti XML solitamente scritti dagli umani per essere letti da altri umani. Sono documenti XML semipermanenti con molto testo e una struttura scadente.

Gli scenari comuni in cui XML può essere utilizzato dai computer includono:

* **scambio di dati** . Le informazioni provengono da fonti diverse (relazioni, oggetti, documenti) e devono essere scambiate tra queste fonti. L'XML potrebbe fungere da comune datacle;
* **database semistrutturati** . I dati semistrutturati non hanno schema regolare. Spesso include informazioni duplicate e mancanti. Quindi, non si adatta naturalmente ai database relazionali. XML è stato proposto come modello di dati per i dati semistrutturati.

I documenti risultanti sono chiamati documenti **incentrati sui dati** . Questi sono documenti XML solitamente scritti da computer per essere letti da altri computer. Sono documenti XML transitori con una struttura ricca e molti dati grezzi.

Per ragioni di interoperabilità, le organizzazioni possono accettare di utilizzare solo determinati tag. Questi set di tag sono chiamati **applicazioni XML** . Gli esempi sono:

* [XHTML](http://www.w3.org/TR/xhtml1) : definisce una versione XML compatibile di HTML.
* [Scalable Vector Graphics](http://www.w3.org/TR/SVG/) (SVG): è un linguaggio per descrivere grafica bidimensionale in XML.
* [Mathematical Markup Language](http://www.w3.org/TR/REC-MathML/) (MathML): è un linguaggio per descrivere la notazione matematica.

**I namespace** sono un meccanismo che consente a un documento XML di combinare diverse applicazioni XML. Hanno due scopi in XML:

1. Per distinguere tra elementi e attributi da diversi vocabolari con significati diversi e che capita di condividere lo stesso nome.
2. Raggruppare tutti gli elementi e gli attributi correlati da un'unica applicazione XML in modo che il software possa riconoscerli.

### Esempio

Il seguente [documento XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/bib.xml) contiene una piccola bibliografia:

<?xml version="1.0" encoding="ISO-8859-1"?>

<bibliography>

<article key="G03">

<author>

<name>Georg</name>

<surname>Gottlob</surname>

</author>

<title>XPath processing in a nutshell</title>

<year>2003</year>

<journal>SIGMOD Records</journal>

</article>

<book key="HM04" isbn="0-596-00764-7">

<author>

<name>Elliotte</name>

<name>Rusty</name>

<surname>Harold</surname>

</author>

<author>

<surname>Means</surname>

</author>

<title>XML in a nutshell</title>

<year>2004</year>

<cite item="G03"/>

<publisher>O'Reilly</publisher>

</book>

</bibliography>

Ecco una [versione estesa](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/_bib.xml) che include l'applicazione XTHML e che utilizza gli spazi dei nomi.

Il modo più semplice per analizzare un documento è caricarlo in un browser Web che conosce XML. Il browser mostrerà il documento ogni volta che è ben formato o segnalerà gli errori in caso contrario. In alternativa, si può usare un parser XML standalone come lo strumento da riga di comando [xmllint](http://xmlsoft.org/) , che fa parte della libreria XML [libxml](http://xmlsoft.org/) sviluppata per il progetto Gnome (ma utilizzabile al di fuori della piattaforma Gnome).

## Lingue dello schema: DTD

Il markup permesso in una particolare applicazione XML può essere documentato in uno **schema** . Il linguaggio di schema più ampiamente supportato e l'unico definito dalla specifica XML 1.0 è il **Document Type Definition** (DTD).

Un DTD consente di posizionare alcuni vincoli sulla **struttura di** un documento XML. Elenca tutti gli elementi, gli attributi e le entità utilizzati dal documento e il contesto in cui vengono utilizzati. I DTD non dicono mai nulla sul tipo di contenuto di un elemento o sul valore di un attributo. Ad esempio, non puoi dire che il prezzo è un numero reale, o il nome è una stringa, o nato è una data.

Un documento XML è ritenuto **valido** se aderisce alle definizioni della DTD associata. Come regola generale, i browser Web non convalidano i documenti ma li controllano solo per la loro idoneità. Se si sta sviluppando un'applicazione, è possibile utilizzare l'API del parser per convalidare il documento. Se stai scrivendo documenti a portata di mano, puoi utilizzare un validatore online o scaricare ed eseguire un programma locale.

### Example

The following [DTD](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/bib.dtd) contains a DTD for the bibliography example:

<!ELEMENT bibliography (article | book)\*>

<!ELEMENT article (author+, title, year, cite\*, journal)>

<!ATTLIST article key ID #REQUIRED>

<!ELEMENT book (author+, title, year, cite\*, publisher)>

<!ATTLIST book key ID #REQUIRED

isbn CDATA #REQUIRED>

<!ELEMENT cite EMPTY>

<!ATTLIST cite item IDREF #REQUIRED>

<!ELEMENT author (name\*, surname+)>

<!ELEMENT name (#PCDATA)>

<!ELEMENT surname (#PCDATA)>

<!ELEMENT title (#PCDATA)>

<!ELEMENT year (#PCDATA)>

<!ELEMENT journal (#PCDATA)>

<! ELEMENT editore (#PCDATA)>

Ecco una DTD per la [versione estesa](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/_bib.dtd) .

Un esempio di validatore online è il [modulo](http://www.stg.brown.edu/service/xmlvalid) di [convalida XML](http://www.stg.brown.edu/service/xmlvalid) del Brown University Scholarly Technology Group. Un parser e validatore XML della riga di comando è [xmllint](http://xmlsoft.org/xmldtd.html) . Ad esempio, puoi validare il nostro esempio di bibliografiabib.xmlcontro una DTD bib.dtd con la seguente sintassi:

xmllint --dtdvalid bib.dtd bib.xml

## Schema languages: W3C XML Schema

La DTD presenta alcuni gravi inconvenienti, in particolare:

1. non ha idea di **tipo** . Il contenuto degli elementi fogliari o degli attributi può essere qualsiasi dato carattere o nessuno. L'assegnazione di un tipo a un elemento o un attributo aggiunge semantica a quell'elemento o attributo;
2. il **meccanismo di riferimento** è troppo semplice, ad esempio non è possibile limitare l'ambito dell'unicità per gli attributi ID a un frammento dell'intero documento. Inoltre, solo i singoli attributi possono essere usati come chiavi;
3. non è descritto nella **notazione XML** , che sarebbe stata utile per manipolare gli schemi con strumenti XML, ad esempio per verificare che un DTD sia ben formato o per interrogare gli schemi.

**XML Schema** è una proposta del W3C che risolve questi problemi. In particolare, contiene un potente **sistema di tipi** che consente di definire tipi semplici e complessi e anche di ereditare tipi di altri tipi nello stile dei linguaggi di programmazione orientati agli oggetti. I tipi possono essere associati ad elementi e attributi, aggiungendo significato alle loro interpretazioni. Sfortunatamente, questo ha un prezzo: lo schema XML è generalmente **complicato da comprendere** e **difficile da usare** per i non esperti (infatti, le specifiche del W3C sono difficili da leggere anche per gli esperti di XML!).

### Esempio

Il seguente [schema XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/bib.xsd) contiene uno schema XML per l'esempio bibliografico:

<? xml version = "1.0"?>

<xs: schema xmlns: xs = "http://www.w3.org/2001/XMLSchema">

<! - Dichiarazioni elemento ->

<xs: element name = "author" type = "authorType" />

<xs: element name = "name" type = "xs: string" />

<xs: element name = "cognome" type = "xs: string" />

<xs: element name = "title" type = "xs: string" />

<xs: element name = "year" type = "xs: gYear" />

<xs: element name = "cite" type = "citeType" />

<xs: element name = "journal" type = "xs: string" />

<xs: element name = "publisher" type = "xs: string" />

<xs: element name = "coreItem" type = "coreItemType" />

<xs: element name = "article" type = "articleType" />

<xs: element name = "book" type = "bookType" />

<xs: element name = "bibliography" type = "bibliographyType">

<! - Vincoli chiave ->

<xs: key name = "primaryKey">

<xs: selector xpath = "\*" />

<xs: campo xpath = "@ chiave" />

</ Xs: key>

<xs: keyref name = "foreignKey" refer = "primaryKey">

<xs: selector xpath = "\* / cite" />

<xs: field xpath = "@ item" />

</ Xs: keyref>

</ Xs: element>

<! - Dichiarazioni degli attributi ->

<xs: attribute name = "isbn" type = "isbnType" />

<xs: attribute name = "key" type = "xs: string" />

<xs: attribute name = "item" type = "xs: string" />

<! - Definizioni di tipo ->

<xs: simpleType name = "isbnType">

<xs: restriction base = "xs: string">

<xs: pattern value = "\ d- \ d \ d \ d- \ d \ d \ d \ d \ d- \ d" />

</ Xs: restrizione>

</ Xs: simpleType>

<xs: complexType name = "citeType">

<xs: attribute ref = "item" />

</ Xs: complexType>

<xs: complexType name = "authorType">

<xs: sequence>

<xs: element ref = "name" minOccurs = "0" maxOccurs = "illimitato" />

<xs: element ref = "cognome" maxOccurs = "non limitato" />

</ Xs: sequence>

</ Xs: complexType>

<xs: complexType name = "coreItemType">

<xs: sequence>

<xs: element ref = "author" maxOccurs = "non limitato" />

<xs: element ref = "title" />

<xs: element ref = "year" />

<xs: element ref = "cite" minOccurs = "0" maxOccurs = "non limitato" />

</ Xs: sequence>

<xs: attribute ref = "key" />

</ Xs: complexType>

<xs: complexType name = "articleType">

<Xs: complexContent>

<xs: extension base = "coreItemType">

<xs: sequence>

<xs: element ref = "journal" />

</ Xs: sequence>

</ Xs: estensione>

</ Xs: complexContent>

</ Xs: complexType>

<xs: complexType name = "bookType">

<Xs: complexContent>

<xs: extension base = "coreItemType">

<xs: sequence>

<xs: element ref = "publisher" />

</ Xs: sequence>

<xs: attribute ref = "isbn" />

</ Xs: estensione>

</ Xs: complexContent>

</ Xs: complexType>

<xs: complexType name = "bibliographyType">

<xs: choice minOccurs = "0" maxOccurs = "illimitato">

<xs: element ref = "article" />

<xs: element ref = "book" />

</ Xs: scelta>

</ Xs: complexType>

</ Xs: schema>

Ecco uno schema per la [versione estesa](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/_bib.xsd) .

La convalida di un documento con uno schema XML richiede un **parser di convalida** che supporti lo schema XML come il parser [Xerces](http://xml.apache.org/xerces2-j) open source dal progetto Apache Xerces. Questo è scritto in Java e include, nell'archivioxercesSamples.jar, un programma da riga di comando jaxp.SourceValidatorche può essere usato per convalidare. La sintassi perjaxp.SourceValidator segue:

java jaxp.SourceValidator -i bib.xml -a bib.xsd

## Query languages: XPath

**XML path language** ( **XPath** ) è un linguaggio semplice per recuperare elementi XML da un singolo documento XML. XPath può essere sfruttato in diverse tecnologie XML: da solo come semplice linguaggio di query per XML, in [XQuery](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xquery/xquery-start.html) per recuperare elementi XML che possono essere ulteriormente elaborati per risolvere una query, in [XSLT](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xslt/xslt-start.html) per recuperare gli elementi a cui vengono applicate le regole del modello in per trasformare un documento XML, in [W3C XML Schema](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xschema/xschema-start.html) per individuare chiavi e riferimenti chiave e infine in XPointer per puntare a particolari elementi XML nel documento XML collegato.

XPath visualizza un documento XML come una **struttura ad albero** : gli elementi sono mappati ai nodi e i sottoelementi corrispondono ai nodi figli. Puoi convertire il tuo documento XML nella sua rappresentazione ad albero usando [lo](http://www.sci.unich.it/~ezimuel/XMLTree.htm) strumento [XMLTree](http://www.sci.unich.it/~ezimuel/XMLTree.htm) combinato con [GraphViz](http://www.graphviz.org/) . Ad esempio, il nostro documento bibliografico è mappato a [questo albero](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/bibtree.html) .

Seguono alcuni esempi di query XPath:

All books in the bibliography

/bibliography/book

All books published in 2004

/descendant::book[year = "2004"]

All articles written by Georg Gottlob

/descendant::article[author[name = "Georg" and surname = "Gottlob"]]

All articles that follows in the document the one written by Georg Gottlob

/descendant::article[author[name = "Georg" and surname = "Gottlob"]]/following-sibling::article

The first author of the last bib item

/bibliography/\*[position() = last()]/author[position() = 1]

The number of authors of the bib item with key HM04

count(/id("HM04")/author)

The bib items cited in bib item with key HM04

id(/id("HM04")/cite/@item)

Puoi provare tutte le query precedenti con qualsiasi processore XPath. Un **processore XPath** è un software che valuta le query XPath. [BaseX](http://www.basex.org/) è un completo processore XPath basato su Java con una bella interfaccia grafica web. Mostra risultati in diversi formati tra cui testo, albero e mappa ad albero. [Saxon](http://saxon.sourceforge.net/) è un processore da riga di comando XSLT e XQuery. Poiché XPath è utilizzato sia in XSLT che in XQuery, puoi provare anche le query XPath con Saxon. Ad esempio, per valutare la query/ /descendant::article  sul documento XML bib.xml, esegui il seguente comando:

java net.sf.saxon.Query -s bib.xml "{/ descendant :: article}"

L'opzione -S imposta il nodo di contesto iniziale sulla radice del documento XML specificato. Se preferisci memorizzare la query nel file articles.xpl, quindi puoi digitare il seguente comando:

java net.sf.saxon.Query -s bib.xml articles.xpl

## Query languages: XQuery

Il **linguaggio di query XML** ( **XQuery** ) è un linguaggio di query completo per i database XML. Si distingue per i database XML in quanto SQL corrisponde a quelli relazionali. Un **database XML** è una raccolta di documenti XML (correlati).

XQuery funziona su **sequenze** , non su set di nodi come XPath. Una sequenza contiene elementi che sono o elementi XML o valori atomici (come una stringa o un numero). La relazione tra XPath e XQuery consiste nel fatto che le espressioni XPath vengono utilizzate nelle query XQuery. Quindi, possiamo considerare XPath come un frammento sintattico di XQuery.

Un'espressione tipica in XQuery funziona come segue:

1. **caricamento** : uno o più documenti XML vengono caricati dal database;
2. **recupero** : le espressioni XPath vengono utilizzate per recuperare sequenze di nodi ad albero dai documenti caricati;
3. **processo** : le sequenze di nodi recuperate vengono elaborate con operazioni XQuery come il filtraggio (creando una nuova sequenza selezionando alcuni degli elementi di quella originale) e ordinando (ordinando gli elementi della sequenza in base ad alcuni criteri);
4. **costrutto** : nuove sequenze possono essere costruite e combinate con quelle recuperate;
5. **output** : una sequenza finale viene restituita come output.

Seguono alcuni esempi di istruzioni XQuery:

Il titolo e l'anno di pubblicazione di tutti gli articoli bib con più di un autore ordinati per anno

per $ item in doc ("bib.xml") / bibliography / \*

where count($item/author) > 1

order by $item/year

return <item key = "{$item/@key}">

{$item/title}

{$item/year}

</item>

The bib items that are cited by at least one other item

let $doc := doc("bib.xml")

for $item in $doc/bibliography/\*

let $citation := for $c in $doc/descendant::cite

where $c/@item = $item/@key

return $c

where count($citation) > 0

return <item key = "{$item/@key}"/>

Un **processore XQuery** è un software che valuta le query in XQuery. Vedi la [pagina delle risorse XQuery](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/xquery-end.html) per un elenco di processori XQuery. [Saxon](http://saxon.sourceforge.net/)è un buon esempio. Al fine di valutare con Saxon la query contenuta nel filexquery.xql, digitare quanto segue:

java net.sf.saxon.Query xquery.xql

Sfortunatamente, al momento non esiste una lingua standard per aggiornare un documento XML.

## Stylesheet languages: XSLT

Extensible Stylesheet Language Transformations (XSLT) è un'applicazione XML per **trasformare** un documento XML in un altro documento in un formato (come XML, HTML, testo normale). Poiché una tipica applicazione di XSLT è quella di rendere le informazioni contenute nel documento XML mappando il documento XML in uno HTML, i documenti XSLT sono anche chiamati **fogli di stile XSLT** .

### Esempio

Ecco un esempio di [foglio di stile XSLT](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/bib.xsl) per mappare il nostro documento XML di bibliografia in un documento HTML:

<? xml version = "1.0"?>

<xsl: stylesheet version = "2.0" xmlns: xsl = "http://www.w3.org/1999/XSL/Transform">

<xsl: template match = "/">

<Html>

<Head>

<title> Una piccola bibliografia </ title>

</ Head>

<Body>

<h1> Una piccola bibliografia </ h1>

<xsl: if test = "bibliography / article">

<H2> Articoli </ h2>

<Ol>

<xsl: apply-templates select = "bibliografia / articolo">

<xsl: sort select = "year" order = "descending" />

</ Xsl: apply-templates>

</ Ol>

</ Xsl: if>

<xsl: if test = "bibliografia / libro">

<H2> Libri </ h2>

<Ol>

<xsl: apply-templates select = "bibliografia / libro">

<xsl: sort select = "year" order = "descending" />

</ Xsl: apply-templates>

</ Ol>

</ Xsl: if>

</ Body>

</ Html>

</ Xsl: template>

<xsl: template match = "bibliography / article">

<a name="{@key}"/>

<Li>

<xsl: apply-templates select = "author">

<xsl: sort select = "cognome"> </ xsl: sort>

</ Xsl: apply-templates>

<b> <xsl: apply-templates select = "title" /> </ b>.

<xsl: apply-templates select = "journal" />,

<xsl: apply-templates select = "year" />.

<xsl: if test = "cite">

Riferimenti: <xsl: apply-templates select = "cite" />

</ Xsl: if>

</ Li>

</ Xsl: template>

<xsl: template match = "bibliography / book">

<a name="{@key}"/>

<Li>

<xsl: apply-templates select = "author">

<xsl: sort select = "cognome"> </ xsl: sort>

</ Xsl: apply-templates>

<b> <xsl: apply-templates select = "title" /> </ b>,

<xsl: apply-templates select = "year" />.

<xsl: apply-templates select = "editore" />.

<xsl: apply-templates select = "@ isbn" />.

<xsl: if test = "cite">

Riferimenti: <xsl: apply-templates select = "cite" />

</ Xsl: if>

</ Li>

</ Xsl: template>

<xsl: template match = "author">

<xsl: apply-templates select = "nome" />

<xsl: apply-templates select = "cognome" />

<xsl: if test = "position ()! = last ()">, </ xsl: if>

<xsl: if test = "position () = last ()">. </ Xsl: if>

</ Xsl: template>

<xsl: template match = "name">

<Xsl: apply-templates />

<xsl: value-of select = "string ('')" />

</ Xsl: template>

<xsl: template match = "cite">

<a href="#{@item}">

<xsl: apply-templates select = "@ item" />

</a>

</ Xsl: template>

</ Xsl: stylesheet>

Ecco un XSLT che funziona per la [versione estesa](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/trailer/_bib.xsd) .

Un foglio di stile XSLT è associato a un documento XML utilizzando l'istruzione di elaborazione con il **xml-stylesheet** destinazione . Ad esempio, possiamo associare il foglio di stile contenuto nel filebib.xsl al nostro documento XML di bibliografia aggiungendo le seguenti istruzioni al documento XML:

<? xml-stylesheet type = "application / xml" href = "bib.xsl"?>

Un **processore XSLT** è un software che immette un documento XML e un corrispondente foglio di stile XSLT e genera il documento risultato applicando il foglio di stile al documento XML. Un processore XSLT può essere integrato in un browser web, come [Mozilla TransforMiiX](http://www.mozilla.org/projects/xslt) . Oppure può essere un programma autonomo come [Saxon](http://saxon.sourceforge.net/) . Con Saxon, possiamo applicarebib.xsl a bib.xml con la seguente sintassi:

java net.sf.saxon.Transform bib.xml bib.xsl

Se il documento XML contiene le istruzioni di elaborazione del foglio di stile, è possibile utilizzare questa sintassi:

java net.sf.saxon.Transform -a bib.xml

Inoltre, utilizzare l'opzione -snone per preservare i nodi di testo degli spazi bianchi nel documento XML e l'opzione archiviarlo per inviare l'output al file indicato.

## Stylesheet languages: CSS

I nomi degli elementi XML descrivono il **significato** dei loro contenuti. Tuttavia, non dicono nulla sulla presentazione del contenuto. Il CSS è un linguaggio per descrivere l' **aspetto** degli elementi in un documento. Non modifica il markup di un documento XML ma applica semplicemente le regole di presentazione al contenuto esistente.

### Esempio

Ecco un [esempio](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/css/recipe-css-alt.xml) di documento XML in stile CSS. Infatti, più fogli di stile sono stati associati al documento. Se si utilizza Mozilla Firefox, è possibile alternare fogli di stile diversi con l'opzione di menu Visualizza / Stile pagina.

Il foglio di stile per un documento XML viene specificato con l' **istruzione di elaborazione** xml-stylesheetnel prologo del documento XML. Ad esempio, un foglio di stile CSS per la nostra bibliografia può essere associato al documento XML di bibliografia con le seguenti istruzioni di elaborazione:

<? xml-stylesheet type = "text / css" href = "bib.css"?>

# Extensible Markup Language

**XML** è l'acronimo di **Extensible Markup Language** . Ciò significa che:

* XML è un **linguaggio** formale . Ciò significa che XML è definito da un insieme di regole formali (una grammatica) che dicono esattamente come comporre un documento XML.
* XML consente di **contrassegnare i** tuoi dati. I dati sono inclusi nei documenti XML come stringhe di testo e sono circondati da una marcatura di testo che descrive i dati.
* XML è **estensibile** . La lingua consente un set estensibile di tag di markup che possono essere adattati per soddisfare molte esigenze diverse.

XML è semplicemente un formato flessibile per contrassegnare i dati con tag leggibili dall'uomo. Vale la pena sottolineare che un documento XML è un **documento di testo** e può essere letto e modificato con qualsiasi editor di testo. In particolare, **XML non è** un:

* **linguaggio di presentazione** come HTML. Il markup XML definisce il significato dei dati. Non dice nulla sullo stile dei dati.
* **linguaggio di programmazione** come Java. Un documento XML non calcola nulla.
* **protocollo di trasporto di rete** come HTTP. XML non trasferisce i dati attraverso la rete.
* **sistema di gestione di database** come Oracle. XML non memorizza e recupera i dati.

**XML** è l'acronimo di **Extensible Markup Language** . Ciò significa che:

* XML è un **linguaggio** formale . Ciò significa che XML è definito da un insieme di regole formali (una grammatica) che dicono esattamente come comporre un documento XML.
* XML consente di **contrassegnare i** tuoi dati. I dati sono inclusi nei documenti XML come stringhe di testo e sono circondati da una marcatura di testo che descrive i dati.
* XML è **estensibile** . La lingua consente un set estensibile di tag di markup che possono essere adattati per soddisfare molte esigenze diverse.

XML è semplicemente un formato flessibile per contrassegnare i dati con tag leggibili dall'uomo. Vale la pena sottolineare che un documento XML è un **documento di testo** e può essere letto e modificato con qualsiasi editor di testo. In particolare, **XML non è** un:

* **linguaggio di presentazione** come HTML. Il markup XML definisce il significato dei dati. Non dice nulla sullo stile dei dati.
* **linguaggio di programmazione** come Java. Un documento XML non calcola nulla.
* **protocollo di trasporto di rete** come HTTP. XML non trasferisce i dati attraverso la rete.
* **sistema di gestione di database** come Oracle. XML non memorizza e recupera i dati.

Un documento XML è costruito dal **testo** . Il testo è contrassegnato con **tag di** testo . I tag di testo sono racchiusi tra parentesi angolari. Ecco un documento XML molto semplice ma completo:

<Persona>

Alan Turing

</ Persona>

Nel documento sopra c'è un singolo **elemento di** nome person. L'elemento è delimitato dal **tag di inizio**<Persona>e il **tag di fine** </ Persona>. I tag sono una forma di markup. Tutto ciò che si trova tra il tag di inizio e il tag di fine è chiamato il **contenuto** dell'elemento. In questo caso, il contenuto delpersona elemento è la stringa Alan Turing.

I tag XML sono simili a quelli HTML. Tuttavia, ci sono due grandi differenze. In XML puoi inventare i tuoi tag, mentre il set di tag HTML è fisso. Ancora più importante, i tag XML hanno lo scopo di descrivere il **tipo di contenuto** piuttosto che la formattazione o le informazioni di layout. In altre parole, in XML non si dice che qualcosa è in corsivo o rientrato, si dice che qualcosa è una persona o un nome di persona o un indirizzo di persona.

Gli elementi XML possono contenere testo non contrassegnato (chiamato dati carattere) o altri elementi XML. Ecco un esempio più coinvolgente:

<person>

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession>computer scientist</profession>

<profession>mathematician</profession>

<profession>cryptographer</profession>

</person>

Il persona l'elemento contiene a nome sottoelemento e tre professionesottoelementi. Inoltre, ilnome l'elemento contiene a primo e a scorsoelementi figlio. Ilprofessione, primo e scorsogli elementi contengono solo dati di carattere (cioè testo senza markup). Un documento XML deve rispettare le seguenti regole:

* **gli elementi non possono sovrapporsi** : se il tag di inizio dell'elemento B segue nel documento il tag di inizio dell'elemento A, allora il tag di fine dell'elemento B deve precedere nel documento il tag di fine dell'elemento A;
* deve esistere un **elemento documento** univoco che racchiuda tutti gli altri elementi.

Di conseguenza, un documento XML può essere rappresentato come una **struttura ad albero** : gli elementi sono mappati ai nodi (l'elemento del documento corrispondente alla radice dell'albero) e i sottoelementi corrispondono ai nodi figli. Ad esempio, il documento XML sopra riportato è mappato all'albero seguente:

![Un albero XML](data:image/png;base64,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)

Gli elementi possono anche combinare dati di carattere e sottoelementi come nell'esempio seguente:

<person>

<first-name>Alan</first-name> <last-name>Turing</last-name> is mainly known

as a <profession>computer scientist</profession>. However, he was also

an accomplished <profession>mathematician</profession>

and a <profession>cryptographer</profession>.

</person>

Elementi vuoti, cioè elementi senza contenuto, come anche possibile. Un elemento vuoto chiamatoindirizzo può essere abbreviato come segue: <Indirizzo />. Infine, ricorda che l'XML è case sensitive, quindiindirizzo e Indirizzo sono tag diversi.

Gli elementi XML possono avere **attributi** . Queste sono proprietà che valgono per l'intero elemento. Un attributo ha la sintassinome = "valore", dove nome è il nome dell'attributo e valoreè una stringa. Le virgolette che racchiudono il valore possono essere singole o doppie. Un elemento può avere qualsiasi numero di attributi, ma i loro nomi devono essere distinti. L'ordine degli attributi non è significativo. Un esempio segue:

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession>computer scientist</profession>

<profession>mathematician</profession>

<profession>cryptographer</profession>

</person>

Alcune informazioni potrebbero essere ugualmente codificate come valori di attributo o contenuto di elementi. L'esempio seguente mostra fino a che punto puoi andare con gli attributi:

<persona nata = "23/06/1912" è morta = "07/06/1954">

<name first = "Alan" last = "Turing" />

<valore value = "informatico" />

<valore value = "matematico" />

<valore value = "cryptographer" />

</ Persona>

Quindi, qual è la differenza tra l'uso di attributi e elementi per contenere le informazioni? La scelta spetta a te, ma ricorda che ogni elemento non può avere più di un attributo con un nome specifico. Inoltre, gli attributi hanno una struttura piuttosto limitata: il valore di un attributo è semplicemente una stringa. Una buona regola è usare gli attributi per i metadati sull'elemento mentre gli elementi per l'informazione stessa.

Quali sono i nomi validi per gli elementi e gli attributi XML? Un nome valido per loro è chiamato un **nome XML** e si è formato come segue:

* può contenere qualsiasi carattere alfanumerico, incluse lettere, numeri e ideogrammi non inglesi;
* può includere solo tre caratteri di punteggiatura: underscore (\_), trattino (-), punto (.). Il colon (:) è possibile ma è riservato.
* non può contenere alcun tipo di spazio (come spazio, ritorno a capo, avanzamento riga);
* non può iniziare con un numero, un trattino o un punto;
* non può iniziare con la stringa riservata xml (in qualsiasi combinazione di casi).

Gli elementi e gli attributi sono i principali componenti XML. Tuttavia, è possibile inserire altro in un documento XML, vale a dire:

* **commenti** . Un commento inizia con<! - e finisce con -->. I commenti possono essere utilizzati ovunque, anche al di fuori dell'elemento del documento, ma potrebbero non essere visualizzati all'interno dei tag e all'interno di altri commenti. I commenti sono destinati ai lettori umani. Non scrivere documenti che dipendono dal contenuto dei commenti;
* **istruzioni di elaborazione** . Le istruzioni di elaborazione contengono informazioni per applicazioni che possono leggere il documento, non per i lettori umani. Iniziano con<? e finisci con ?>. Seguendo il<?è un nome XML chiamato target, probabilmente il nome dell'applicazione a cui è destinata l'istruzione. Il resto delle istruzioni contiene testo in un formato appropriato per l'applicazione. Possono essere utilizzati ovunque, anche al di fuori dell'elemento del documento, ma potrebbero non essere visualizzati all'interno dei tag. L'istruzione di elaborazione più comune èxml-stylesheet, utilizzato per allegare fogli di stile ai documenti XML. Ecco un esempio:

<? xml-stylesheet type = "text / css" href = "recipe.css"?>

* **sezioni di dati di carattere** . Le sezioni dei Character data (CDATA) sono blocchi di dati dei caratteri trattati come dati di testo non elaborati. Cioè, se markup è presente è una sezione CDATA, quindi non viene trattata come markup ma come dati carattere. Inizia una sezione CDATA con<! [CDATA [ e finisce con ]]>. Le sezioni CDATA possono essere posizionate ovunque sia possibile posizionare un elemento. Esistono per comodità di autori umani, non per programmi. Un esempio segue:

<paragraph>

SVG is an XML encoding of line art. For instance, the

following encodes an ellipse and a rectangle:

</paragraph>

<![CDATA[

<svg width="12cm" height="10cm">

<ellipse rx="110" ry="130"/>

<rect x="4cm" y="1cm" width="3cm" height="6cm"/>

</svg>

]]>

* **riferimenti di entità** . Un'entità in XML è un nome per una porzione di testo. Alcune entità sono predefinite, altre potrebbero essere definite dall'utente. Esistono cinque riferimenti di entità XML predefiniti:
  + & Lt; per il segno di meno di (<);
  + & Gt; per il segno maggiore di (>);
  + & Amp; per la e commerciale (&)
  + & Quot; per le virgolette doppie diritte (")
  + & APOS; per le virgolette semplici (')

Questi caratteri sono utilizzati nella sintassi XML. Quindi, le entità predefinite sono utili quando vogliamo scrivere questi caratteri con un significato diverso da quello dato dalla sintassi XML, come nell'esempio seguente:

<tutorial>

<name>&lt;Caffè XML/&gt;</name>

</tutorial>

Il contenuto del nome elemento è la stringa <Caffè XML /> e non un elemento vuoto.

**riferimenti di carattere** . Se un carattere non è accessibile dall'editor che stai utilizzando, puoi scriverlo come riferimento di carattere. Un riferimento di carattere fornisce un numero del particolare carattere Unicode che rappresenta. Il numero dovrebbe essere preceduto da un segno # e può essere in entrambi i decimali (ad es &#1114; per il carattere њ) o esadecimale (es. & # X45A;per lo stesso personaggio). È possibile utilizzare riferimenti di caratteri nel contenuto di elementi, valori di attributo e commenti, ma non nei nomi di elementi e attributi. Ecco un esempio:

<paragraph>

The following is a Greek maxim saying: "The wise man knows himself".

</paragraph>

<maxim>

&#x3C3;&#x3BF;&#x3C6;&#x3CC;&#x3C2;

&#x3AD;&#x3B1;&#x3C5;&#x3C4;&#x3CC;&#x3BD;

&#x3B3;&#x3B9;&#x3B3;&#x3BD;&#x3CE;&#x3C3;&#x3Ba;&#x3B5;&#x3B9;

</maxim>

I documenti XML possono avere una **dichiarazione XML** . Se presente, la dichiarazione XML deve essere la prima cosa nel documento (nemmeno uno spazio bianco può precederlo). Inizia con<? xml, finisce con ?>e deve avere lo pseudo-attributo versione e possibilmente codifica e indipendente, autonomo. Il significato degli pseudo-attributi è il seguente:

* la **versione** pseudo-attributo contiene la versione di XML in cui il documento è scritto;
* lo pseudo-attributo **codifica** specifica il set di caratteri usato nel documento. Se il server del file system fornisce meta-informazioni sulla codifica, questa codifica esterna ha la priorità sulla dichiarazione XML. Per impostazione predefinita, si presume che i documenti XML siano codificati nella codifica UTF-8 del set di caratteri **Unicode** . Un **set di caratteri** mappa particolari caratteri, come Z, a numeri particolari, come 90. Questi numeri sono chiamati punti codice. Una **codifica di caratteri**determina come quei punti di codice sono rappresentati in byte. Unicode è un set di caratteri standard internazionale che può essere utilizzato per scrivere documenti in quasi tutte le lingue che è probabile che parlino. UTF-8 è probabilmente la codifica dei caratteri supportata più ampiamente di Unicode. È una codifica a lunghezza variabile. Ad esempio, i caratteri da 0 a 127 sono codificati in 1 byte ciascuno (come in ASCII) e quelli da 128 a 2047 usano 2 byte ciascuno;
* lo pseudo-attributo **standalone** può avere i valori booleanisì o no. Se il valore è sì, quindi il documento è auto-contenente, il che significa che tutti i suoi valori sono presenti nel documento. Se il valore èno, quindi alcuni valori del documento sono specificati in un [DTD](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/dtd-start.html) esterno (ad esempio un valore predefinito per un attributo).

Ad esempio, la seguente riga dichiara un documento XML standalone nella versione 1.0 con una codifica ISO-8859-1 (ASCII più i caratteri per la maggior parte delle lingue dell'Europa occidentale)

<? xml version = "1.0" encoding = "ISO-8859-1" standalone = "yes"?>

Poiché i documenti XML sono scritti in Unicode, puoi usarli per scrivere documenti multilingue. In tali documenti, è utile identificare in quale lingua è scritta una particolare sezione. Ad esempio, un correttore ortografico multilingue potrebbe controllare l'ortografia delle sezioni in diverse lingue. Ogni elemento XML può avere un attributo **xml: lang** che specifica la lingua del contenuto dell'elemento. I codici di lingua sono definiti in [ISO-639](http://lcweb.loc.gov/standards/iso639-2/langhome.html) . Un esempio segue:

<paragraph xml:lang="en">

The following is a Greek maxim saying: "The wise man knows himself".

</paragraph>

<maxim xml:lang="el">

&#x3C3;&#x3BF;&#x3C6;&#x3CC;&#x3C2;

&#x3AD;&#x3B1;&#x3C5;&#x3C4;&#x3CC;&#x3BD;

&#x3B3;&#x3B9;&#x3B3;&#x3BD;&#x3CE;&#x3C3;&#x3Ba;&#x3B5;&#x3B9;

</maxim>

# Namespaces

Per ragioni di interoperabilità, le organizzazioni possono accettare di utilizzare solo determinati tag. Questi set di tag sono chiamati **applicazioni XML** . Gli esempi sono:

* [XHTML](http://www.w3.org/TR/xhtml1) : definisce una versione HTML compatibile di HTML.
* [Scalable Vector Graphics](http://www.w3.org/TR/SVG/) (SVG): è un linguaggio per descrivere grafica bidimensionale in XML.
* [Mathematical Markup Language](http://www.w3.org/TR/REC-MathML/) (MathML): è un linguaggio per descrivere la notazione matematica.

**I namespace** hanno due scopi in XML:

1. Per distinguere tra elementi e attributi da diversi vocabolari con significati diversi e che capita di condividere lo stesso nome. Ad esempio, considera questo [documento XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/namespaces1.xml) . Diversi elementi (titolo, autore, anno) sono stati sovraccaricati di significati diversi in diverse parti del documento. Questo non è semanticamente corretto. Inoltre, ciò potrebbe causare problemi di convalida, rendering, interrogazione e altro. Ad esempio, l'elementoautore ha diversi tipi in diverse parti del documento.
2. Raggruppare tutti gli elementi e gli attributi correlati da un'unica applicazione XML in modo che il software possa riconoscerli. Ad esempio, considera questo [documento XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/namespaces2.xml) . Combina due applicazioni XML: XHTML e MathML. Devono essere resi in diversi modi. Come può un browser riconoscerli?

In entrambi i casi la soluzione è di utilizzare diversi spazi dei nomi per diverse applicazioni XML.

I namespace vengono implementati allegando un prefisso a ciascun elemento e attributo. Ogni prefisso è mappato a un URI di unxmlns: prefissoattributo. L'associazione ha ambito all'interno dell'elemento in cui ilxmlnsl'attributo è dichiarato e all'interno del suo contenuto. Gli elementi e gli attributi associati allo stesso URI appartengono allo stesso spazio dei nomi. È l'URI che conta, non il prefisso.

Ad esempio, ecco una [soluzione](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/namespaces1s.xml) per il problema di sovraccarico degli elementi sopra descritto. Si noti che nella soluzione proposta l'autore del CV non è più confuso con gli autori delle pubblicazioni. Lo stesso per titolo e anno.

Quando gli spazi dei nomi vengono utilizzati solo per identificare gli elementi e gli attributi di una particolare applicazione XML e non per distinguere elementi diversi con lo stesso nome, gli **spazi dei nomi predefiniti**sono migliori. Gli spazi dei nomi predefiniti possono essere utilizzati in due modi. Utilizzando un attributo xmlns senza prefisso e dichiarando un attributo xmlns fisso nella [DTD](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/dtd-start.html) del documento. Alcune applicazioni hanno gli URI dello spazio dei nomi standard. Per esempio:

* XHTML ha un URI dello spazio dei nomi standard http://www.w3.org/1999/xhtml;
* MathML ha un URI dello spazio dei nomi standard http://www.w3.org/1998/Math/MathML;
* SVG ha un URI dello spazio dei nomi standard http://www.w3.org/2000/svg.

Ad esempio, ecco una [soluzione](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/namespaces2s.xml) per il problema di riconoscimento dell'applicazione sopra descritto.

Un **parser XML** è un software che legge il documento XML e determina se è ben formato. Un documento **ben formato** aderisce alle regole grammaticali XML, in particolare obbedisce alle seguenti regole:

1. ogni tag di inizio deve avere un tag di chiusura corrispondente;
2. gli elementi non possono sovrapporsi;
3. ci deve essere esattamente un elemento del documento;
4. i valori degli attributi devono essere quotati;
5. i nomi degli attributi per lo stesso elemento devono essere diversi.

Vale la pena notare che un parser XML non può accettare un documento non valido e non è consentito provare a correggere il documento. E 'necessario segnalare gli errori.

Il modo più semplice per analizzare un documento è caricarlo in un browser Web che conosce XML. Il browser mostrerà il documento ogni volta che è ben formato o segnalerà gli errori in caso contrario. In alternativa, si può usare un parser XML standalone come lo strumento da riga di comando [xmllint](http://xmlsoft.org/) .

# Lo spettro di applicazioni

XML è utile sia per gli esseri umani che per i computer. Gli scenari comuni in cui XML può essere utilizzato dalle persone includono:

* scrivere un documento usando [DocBook](http://www.docbook.org/) . Docbook è un'applicazione XML progettata per il markup di testi principalmente su hardware e software.
* scrivere un documento in [TEI](http://www.tei-c.org/index.xml) . TEI è un'applicazione XML per la marcatura di testi leggibili meccanicamente principalmente nelle discipline umanistiche, delle scienze sociali e della linguistica.

I documenti risultanti sono chiamati documenti **incentrati sul testo** . Questi sono documenti XML solitamente scritti da umani per essere letti da umani o computer. Sono documenti XML semipermanenti con molto testo e una struttura scadente.

Gli scenari comuni in cui XML può essere utilizzato dai computer includono:

* **scambio di dati** . Le informazioni provengono da fonti diverse (relazioni, oggetti, documenti) e devono essere scambiate tra queste fonti. L'XML potrebbe fungere da comune datacle;
* **database semistrutturati** . I dati semistrutturati non hanno schema regolare. Spesso include informazioni duplicate e mancanti. Quindi, non si adatta naturalmente ai database relazionali. XML è stato proposto come modello di dati per i dati semistrutturati.

I documenti risultanti sono chiamati documenti **incentrati sui dati** . Si tratta di documenti XML generalmente generati da computer per la lettura da parte di altri computer. Sono documenti XML transitori con molti dati grezzi e una struttura ricca.

**Storia XML**

Ecco alcuni **punti** di **riferimento storici** nell'evoluzione dell'XML:

1960

L'Agenzia di ricerca avanzata (ARPA) del Dipartimento della Difesa degli Stati Uniti inizia un progetto per vedere se i computer ampiamente separati potrebbero essere collegati tra loro. La rete di computer risultante si chiama **ARPANET** . Il nome della rete si evolve gradualmente in **Internet** .

1970

Charles Goldfarb, Edward Mosher e Raymond Lorie di IBM inventano il **Generalized Markup Language** (GML).

1986

GML si sviluppa in **Standard GML** (SGML), uno standard ISO.

1989

Tim Berners-Lee propone l' **HyperText Markup Language** (HTML), l'applicazione SGML di maggior successo. La motivazione originale di HTML era quella di tenere traccia dei dati sperimentali presso l'Organizzazione europea per la ricerca nucleare (CERN).

1996

Jon Bosak, Tim Bray, CM Sperberg-McQueen, James Clark e molti altri iniziano a lavorare su una **versione lite di SGML**che conserva la maggior parte del suo potere durante il taglio di molte funzioni inutili.

1998

XML 1.0 diventa uno standard del [World Wide Web Consortium](http://www.w3.org/) (W3C), un consorzio internazionale guidato da Tim Berners-Lee che produce specifiche tecniche per le tecnologie web.

Il modello di dati XML è anche strettamente correlato al **modello di dati gerarchici** , che era piuttosto popolare durante gli anni '60 prima dell'avvento del modello di dati relazionali.

# Esecuzione di esempio

[La DBLP Computer Science Bibliography](http://www.informatik.uni-trier.de/~ley/db/) (DBLP) è la più grande bibliografia digitale per l'informatica. La bibliografia è disponibile in [formato XML](http://dblp.uni-trier.de/xml/dblp.xml.gz) (questo è un grande documento XML compresso). Ecco alcuni brevi estratti XML della bibliografia:

* Tutti gli articoli pubblicati da Massimo Franceschet [ [xml](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/Franceschet.xml) ; piccolo 14 KB]
* Tutti gli articoli pubblicati sulla rivista Communications of the ACM [ [xml](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/CACM.xml) ; media 3,4 MB]
* Tutti gli articoli pubblicati nel 2000 [ [xml](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xml/2000.xml) ; grande 24 MB]

L'obiettivo dell'esempio corrente è lo sviluppo di un pool di tecnologie XML che funzionano sulla bibliografia DBLP.

# XML resources

* [Home page at W3C](http://www.w3.org/XML/)
* [W3C specifications](http://www.w3.org/TR/REC-xml/)
* [The XML FAQ](http://xml.silmaril.ie/)

# Document Type Definition

Il markup permesso in una particolare applicazione XML può essere documentato in uno **schema** . Il linguaggio di schema più ampiamente supportato e l'unico definito dalla specifica XML 1.0 è il **Document Type Definition** (DTD). Un altro linguaggio di schema comune è [XSchema](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xschema/xschema-start.html) .

Un DTD consente di posizionare alcuni vincoli sulla **struttura di** un documento XML. Elenca tutti gli elementi, gli attributi e le entità utilizzati dal documento e il contesto in cui vengono utilizzati. I DTD non dicono mai nulla sul tipo di contenuto di un elemento o sul valore di un attributo. Ad esempio, non puoi dire che il prezzo è un numero reale, o il nome è una stringa, o nato è una data.

Richiama il [documento XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/Turing.xml) su Alan Turing. Ecco una [DTD](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/Turing.dtd) per questo documento:

<!ELEMENT person (name, profession\*)>

<!ATTLIST person born CDATA #REQUIRED died CDATA #IMPLIED>

<!ELEMENT name (first,last)>

<!ELEMENT first (#PCDATA)>

<!ELEMENT last (#PCDATA)>

<!ELEMENT profession (#PCDATA)>

La prima riga dichiara che l'elemento persona deve contenere esattamente un elemento figlio nome e zero o più elementi figlio professione, in questo ordine. La seconda riga dice che lo stesso elemento deve avere aNato attributo e potrebbe avere a mortoattributo (l'ordine non è rilevante). La terza riga dichiara che l'elementonome deve avere due bambini chiamati primo e scorsoin questo ordine. Le ultime tre righe specificano che gli elementiprimo, scorso, e professione deve contenere dati di carattere analizzati (PCDATA), ovvero testo non elaborato che contiene eventualmente riferimenti di entità e carattere ma che non contiene alcun tag.

# Dichiarazione del tipo di documento

Un documento XML è associato a un DTD con una **dichiarazione del tipo di documento** . Questa è una dichiarazione che dovrebbe seguire la dichiarazione XML nel documento XML. Ha la seguente forma:

<! DOCTYPE root [DTD]>

dove DOCTYPE è la parola chiave per la dichiarazione del tipo di documento, radice è il nome dell'elemento del documento del documento XML e DTD è l'insieme effettivo di regole che definisce la DTD.

Un documento XML può includere un riferimento alla DTD, invece della DTD stessa. Ciò è utile quando lo stesso DTD è condiviso da documenti diversi. La dichiarazione del tipo di documento cambia come segue:

<! DOCTYPE root KEYWORD "URI">

dove PAROLA CHIAVE può essere o SISTEMA o PUBBLICO. Se la parola chiave èSISTEMAquindi il DTD viene specificato al di fuori del documento tramite un URL ( **Uniform Resource Locator** ). L'URL può essere assoluto o relativo. Ad esempio, la seguente dichiarazione specifica che l'elemento del documento èpersona e che il DTD è contenuto in un file locale chiamato Turing.dtd che è memorizzato nella stessa cartella del documento XML:

<! DOCTYPE person SYSTEM "Turing.dtd">

Se la parola chiave è PUBBLICO quindi il DTD viene specificato al di fuori del documento tramite un URN ( **Uniform Resource Name** ). L'URN è un nome che identifica in modo univoco l'applicazione XML. Ad esempio, la seguente dichiarazione specifica che l'elemento del documento èhtml e che il DTD è la versione rigorosa di XHTML 1.0, di cui è l'URN - // W3C // DTD XHTML 1.0 Strict // IT. Si noti che viene aggiunto anche un URL di backup nel caso in cui il DTD dichiarato non sia disponibile sul file system locale:

<! DOCTYPE html PUBLIC "- // W3C // DTD XHTML 1.0 Strict // IT"

"Http://www.w3.org/TR/xhtml1/DTD/xhtml1-strict.dtd">

Infine, puoi combinare sottoinsiemi DTD interni ed esterni usando la seguente sintassi:

<! DOCTYPE root KEYWORD "URI" [DTD]>

# Validità

Un documento XML è ritenuto **valido** se aderisce alle definizioni della DTD associata. Come regola generale, i browser Web non convalidano i documenti ma li controllano solo per la loro idoneità. Se si sta sviluppando un'applicazione, è possibile utilizzare l'API del parser per convalidare il documento. Se stai scrivendo documenti a portata di mano, puoi utilizzare un validatore online o scaricare ed eseguire un programma locale.

Un esempio di validatore online è il [modulo](http://www.stg.brown.edu/service/xmlvalid) di [convalida XML](http://www.stg.brown.edu/service/xmlvalid) del Brown University Scholarly Technology Group. Un parser e validatore XML da riga di comando è [xmllint](http://xmlsoft.org/xmldtd.html) , che fa parte della libreria XML [libxml](http://xmlsoft.org/)sviluppata per il progetto Gnome (ma utilizzabile al di fuori della piattaforma Gnome). Ad esempio, puoi convalidareTuring.xml contro Turing.dtd con la seguente sintassi:

xmllint --dtdvalid Turing.dtd Turing.xml

Se Turing.xml contiene la dichiarazione del tipo di documento, è possibile utilizzare la seguente sintassi:

xmllint - Turing.xml valido

Usa l'opzione --noout per evitare l'output del documento XML.

Si può anche convalidare un documento con una DTD usando la funzione [BaseX](http://basex.org/)[validate: dtd](http://docs.basex.org/wiki/Validation_Module) come nell'esempio seguente:

let $ doc: = doc ('bancario.xml')

let $ schema: = 'banking.dtd'

return validate: dtd ($ doc, $ schema)

**Definizioni degli elementi**

Ogni elemento utilizzato in un documento valido deve essere dichiarato nella DTD con una **definizione di elemento** come segue

<! ELEMENT nome contenuto>

dove nome è il nome dell'elemento e contenuto specifica quali sono i bambini che l'elemento può o deve avere in quale ordine. Il contenuto della definizione dell'elemento può essere:

**Dati dei caratteri analizzati**

Questa è la specifica di contenuto più semplice che dice che un elemento può contenere solo testo inclusi riferimenti a entità e caratteri, ma non può contenere elementi secondari:

<! ELEMENT email (#PCDATA)>

**Elemento figlio**

Questo dice che un elemento può contenere solo un elemento figlio di un dato tipo:

<! ELEMENT contatto (e-mail)>

**Scelta**

Questo dice che un elemento può contenere un tipo di elemeto figlio o un altro, ma non entrambi:

<! ELEMENT contatto (e-mail | telefono)>

**Sequenza**

Questo dice che un elemento può contenere più elementi figlio nell'ordine specificato:

<! ELEMENT nome (primo, ultimo)>

**Contenuto vuoto**

Questo dice che un elemento non deve avere alcun contenuto (ma potrebbe avere attributi):

<! ELEMENT image EMPTY>

**Qualsiasi contenuto**

Questo dice che un elemento può avere qualsiasi contenuto (tuttavia i suoi figli, se ce ne sono, devono essere definiti):

<! ELEMENT immagine ANY>

**Iterazione**

Esistono tre suffissi che possono essere apposti dopo nomi, sequenze e scelte per specificare quanti elementi figlio sono previsti. Questi sono:

\* Sono consentite zero o più istanze

+ Sono consentite una o più istanze

? Zero o una istanza sono consentiti

Ad esempio, la seguente definizione lo dice nome deve avere zero o più primo bambini, eventualmente seguiti da a mezzobambino, seguito da uno o più scorso bambini:

<! ELEMENT nome (primo \*, medio?, Ultimo +)>

Data questa definizione, tutto quanto segue nome gli elementi sono validi:

<name>

<first>Samuel</first>

<middle>Lee</middle>

<last>Jackson</last>

</name>

<name>

<first>Samuel</first>

<first>Michael</first>

<last>Jackson</last>

</name>

<name>

<last>Jackson</last>

<last>Keaton</last>

</name>

La seguente definizione dice questo nome può avere qualsiasi numero di primo, mezzo, e scorsobambini *in qualsiasi ordine* :

<! ELEMENT nome (first | middle | last) \*>

Di seguito è riportato un esempio notevole di **contenuto misto** , ovvero testo interlacciato con markup, che è il tipico contenuto dei documenti narrativi. Lo specifica che name può avere qualsiasi numero di childern:  primo, mezzo, e scorso  in qualsiasi ordine possibilmente interlacciati con dati di carattere analizzati:

<! ELEMENT nome (#PCDATA | first | middle | last) \*>

Data questa definizione, la seguente nome elemento è valido:

<name>

First comes the first name: <first>Samuel</first>

Then the middle one: <middle>Lee</middle>

Last comes the last name: <last>Jackson</last>

Not very surprising indeed!

</name>

Vale la pena notare che questo è l'unico modo per indicare il contenuto misto: si può solo dire che un elemento contiene un numero qualsiasi di elementi da una lista in qualsiasi ordine, così come dati di carattere analizzati. Inoltre, la parola chiave#PCDATA deve essere il primo della lista. Infine, considera la seguente definizione alternativa pernome:

<!ELEMENT name (first | last | (first,last))>

Questa definizione apparentemente innocua è in realtà invalida. L'errore che si ottiene se si tenta di convalidare un documento con questa definizione è simile al seguente: Content model of name is not determinist

In effetti, l'errore è nella DTD, non nell'XML. Il modello di contenuto generato da qualsiasi DTD deve essere **deterministico** . In questo caso non lo è, da quando il validatore legge a primo elemento nell'XML ci sono *due* possibili strade da percorrere: una è la definizione per nome è finito (il primo disgiunto nella definizione), il secondo è che a last  l'elemento è previsto (l'ultimo disgiunto nella definizione). Quindi, leggendo lo stesso simbolo, il validatore può raggiungere due stati diversi. Questo è un tipico comportamento non deterministico. La logica alla base di questa limitazione è che i processori DTD dovrebbero essere più facili da implementare.

**Definizioni di attributi**

Oltre a definire i suoi elementi, un documento valido deve definire tutti gli attributi degli elementi. Questo viene fatto con la seguente dichiarazione:

<! ATTLIST element attribute TYPE DEFAULT>

dove ATTLIST è la parola chiave per la definizione dell'elenco di attributi, elemento è il nome dell'elemento che contiene gli attributi, attributo è il nome dell'attributo da definire, GENERE è il tipo dell'attributo e PREDEFINITOè un valore predefinito per l'attributo. Puoi definire molti attributi per lo stesso elemento.

Questi sono i **tipi di attributi** più rilevanti :

**CDATA**

Il valore di un attributo CDATA è qualsiasi stringa di testo. Ad esempio, il seguente definisce il CDATANato e morto attributi per a persona elemento:

<!ATTLIST person born CDATA #REQUIRED

died CDATA #IMPLIED>

**Enumerazione**

Un'enumerazione è un elenco di valori possibili per un attributo, separati da una barra verticale (|). Ad esempio, il seguente definisce il sesso attributo per a elemento persona. I valori dell’attributo sesso sono male o female:

<!ATTLIST person sex (male | female) #REQUIRED>

**ID**

Il valore di un attributo ID è un nome XML (in particolare non può iniziare con un numero) in modo tale che nessun altro attributo ID (con qualsiasi nome, di alcun elemento) nello stesso documento abbia lo stesso valore. Gli attributi ID assegnano identificatori univoci agli elementi e corrispondono a **chiavi** in database relazionali.

**IDREF**

Il valore di un attributo IDREF è un nome XML che corrisponde al valore di alcuni attributi ID nel documento. Gli attributi IDREF sono riferimenti a elementi identificati da identificatori univoci. Gli attributi IDREF corrispondono a **chiavi esterne** in database relazionali.

**IDREFS**

Il valore di un attributo IDREFS è un elenco separato da spazi bianchi di valori IDREF.

Oltre a fornire un tipo di dati, ciascuna definizione di attributo include una **definizione predefinita** per l'attributo. Ci sono quattro possibilità per questo default:

**#** **REQUIRED (NECESSARIO)**

L'attributo è obbligatorio e deve essere fornito.

**#IMPLIED**

L'attributo è facoltativo e può o non può essere fornito.

**"valore"**

L'attributo ha il valore specificato predefinito. L'attributo può o non può essere fornito. Se è incluso, potrebbe avere un valore legale. Se non è incluso, il validatore fornirà uno con il valore specificato. Ad esempio, il seguente definisce ilsposato attributo per a persona elemento i cui valori possono essere entrambi sì o no e, per impostazione predefinita, il valore no è fornito:

<!ATTLIST person married (yes | no) "no">

**#FIXED "value" (Valore fisso")**

L'attributo ha il valore specificato costante e immutabile. L'attributo può o non può essere fornito. Se è incluso, deve avere il valore specificato. Se non è incluso, il validatore fornirà uno con il valore specificato. Questo valore predefinito viene in genere utilizzato per definire gli **spazi dei nomi predefiniti** , come nell'esempio seguente:

<! ATTLIST html xmlns CDATA #FIXED "http://www.w3.org/1999/xhtml">

In questo caso, non è necessario fornire l'attributo dello spazio dei nomi predefinito nel documento XML. Il validatore lo farà per te.

Si noti che il processo di convalida genera un documento XML che potrebbe essere diverso da quello di input. Puoi usare [xmllint](http://xmlsoft.org/) con l'opzione-- dtdattr  per popolare il documento XML con attributi ereditati. Ricordiamo che, come regola generale, i browser Web non convalidano i documenti. Tuttavia, possono leggere la DTD (interna) e possono fornire attributi che sono stati definiti nella DTD.

# Attributi ID e IDREF

Gli attributi ID e IDREF sono le controparti XML di chiavi e chiavi esterne nei database relazionali. Di seguito mostreremo alcuni casi d'uso tipici per questi attributi.

Immagina uno scenario bancario in cui ci sono clienti e account. I clienti possono avere zero o più account e account sono associati a un cliente unico. Ecco una [soluzione valida](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/bank1.xml) che utilizza gli attributi ID ma evita quelli IDREF:

<? xml version = "1.0"?>

<! DOCTYPE banking [

<! ELEMENT banking (cliente \*)>

<! ELEMENT cliente (nome, account \*)>

<! ID ID cliente ATTLIST #REQUIRED>

<! ELEMENT conto (banca, numero)>

<! ID ID account ATTLIST #REQUIRED>

<! Nome ELEMENT (#PCDATA)>

<! ELEMENT bank (#PCDATA)>

<! ELEMENT numero (#PCDATA)>

]>

<Banking>

<customer id = "C1">

<nome> Massimo Franceschet </ name>

<account id = "A1">

<Banca> Fineco </ bank>

<Numero> 34567 </ numero>

</ Account>

<ID account = "A2">

<bank> ABN AMRO </ bank>

<Numero> 98672 </ numero>

</ Account>

</ Cliente>

<customer id = "C2">

<name> Enrico Zimuel </ name>

<ID account = "A3">

<bank> ING Bank </ bank>

<Numero> 8909 </ numero>

</ Account>

</ Cliente>

</ Banking>

Ogni cliente e ogni account ha un id attributo di tipo ID. Poiché non esiste un account di proprietà di più di un cliente, possiamo elencare gli account del cliente come figli dicliente elemento senza duplicare alcun valore ID.

Supponiamo ora che uno scenario diverso in cui i clienti possano avere zero o più account e account possa essere di proprietà di uno o più clienti. La seguente è una [soluzione non valida](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/bank2.xml) :

<? xml version = "1.0"?>

<! DOCTYPE banking [

<! ELEMENT banking (cliente )>

<! ELEMENT cliente (nome, account \*)>

<! ID ID cliente ATTLIST #REQUIRED>

<! ELEMENT conto (banca, numero)>

<! ID ID account ATTLIST #REQUIRED>

<! Nome ELEMENT (#PCDATA)>

<! ELEMENT bank (#PCDATA)>

<! ELEMENT numero (#PCDATA)>

]>

<Banking>

<customer id = "C1">

<nome> Massimo Franceschet </ name>

<account id = "A1">

<Banca> Fineco </ bank>

<Numero> 34567 </ numero>

</ Account>

<ID account = "A2">

<bank> ABN AMRO </ bank>

<Numero> 98672 </ numero>

</ Account>

</ Cliente>

<customer id = "C2">

<name> Enrico Zimuel </ name>

<ID account = "A2">

<bank> ABN AMRO </ bank>

<Numero> 98672 </ numero>

</ Account>

</ Cliente>

</ Banking>

La soluzione non è valida poiché l'account identificato da A2è di proprietà di entrambi i clienti e quindi il suo valore ID è duplicato. Una [soluzione valida](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/bank3.xml) consiste nell'elencare separatamente clienti e account e rappresentare le loro relazioni utilizzando gli attributi IDREF (S) (si noti che non è necessario denominare gli attributi di tipo IDid e gli attributi di tipo IDREF (S) non hanno bisogno di essere nominati IDREF (s)):

<? xml version = "1.0"?>

<! DOCTYPE banking [

<! ELEMENT banking (cliente | account) \*>

<! ELEMENT cliente (nome, account?)>

<! ID ID cliente ATTLIST #REQUIRED>

<! Nome ELEMENT (#PCDATA)>

<! ELEMENT account VUOTO>

<! ATTLIST account idrefs IDREFS #REQUIRED>

<! ELEMENT conto (banca, numero, proprietari)>

<! ID ID account ATTLIST #REQUIRED>

<! ELEMENT bank (#PCDATA)>

<! ELEMENT numero (#PCDATA)>

<! ELEMENT owner VUOTO>

<! ATTLIST owner idrefs IDREFS #REQUIRED>

]>

<Banking>

<customer id = "C1">

<nome> Massimo Franceschet </ name>

<account idrefs = "A1 A2" />

</ Cliente>

<customer id = "C2">

<name> Enrico Zimuel </ name>

<account idrefs = "A2" />

</ Cliente>

<account id = "A1">

<Banca> Fineco </ bank>

<Numero> 34567 </ numero>

<owner idrefs = "C1" />

</ Account>

<ID account = "A2">

<bank> ABN AMRO </ bank>

<Numero> 98672 </ numero>

<owner idrefs = "C1 C2" />

</ Account>

</ Banking>

In generale, le **relazioni n: m** devono essere codificate usando gli attributi ID e IDREFS, mentre le **relazioni 1: n** possono evitarle. Tuttavia, nelle relazioni n: m non è necessario rappresentare sia le relazioni dirette che quelle inverse (conti e proprietarinel nostro esempio). Uno di questi è sufficiente. Tuttavia, rappresentare entrambe le relazioni potrebbe essere utile per semplificare le query. Ad esempio, supponiamo che rappresentiamo solo la relazione accounts nel nostro esempio bancario. In tal caso, recuperare gli account di proprietà di un determinato cliente è un compito facile. Tuttavia, il contrario (selezionando i proprietari di un account) è più complicato. Vale il viceversa se rappresentiamo solo la relazione owners.

Vale la pena notare che non è valido utilizzare lo stesso valore per due attributi ID. Inoltre, non è valido utilizzare un valore per un attributo IDREF (S) che non è un valore ID nel documento. Tuttavia, tutto il resto è valido, anche se è **logicamente non valido** . In particolare, il validatore non si cura di verificare se l’ IDREFS valori di proprietari gli elementi sono in effetti identificativi del cliente o se il IDREFS valori di conti gli elementi sono in effetti identificatori di account. Inoltre, il validatore non controlla il vincolo della relazione inversa. Questo vincolo specifica che, ad esempio, se il cliente C1 possiede un account A1, quindi account A1 deve essere di proprietà del cliente C1.

# Definizioni di entità

L' **entità** è una scorciatoia per un pezzo di dati. I dati non sono necessariamente in formato XML. Possiamo avere diversi tipi di entità: interne o esterne, predefinite o definite dall'utente. Abbiamo già discusso le entità predefinite nel capitolo XML. Qui, introduciamo entità definite dall'utente. **Le entità interne definite dall'utente** sono definite nella DTD come segue:

<! ENTITY name "text">

dove ENTITÀ è la parola chiave definition, nome è il nome dell'entità e testoè il testo di sostituzione dell'entità. Il valore del testo è una stringa che probabilmente contiene un markup ben formato. Qui ci sono un paio di esempi:

<! ENTITY XML "Extensible Markpup Language">

<! ENTITY footer "<author> Massimo Franceschet </ author>

<data> 16 febbraio 2005 </ data> ">

**Le entità definite dall'utente esterne** sono definite nella DTD come segue:

<! ENTITY name SYSTEM "URI">

dove URI è un documento contenente il testo di sostituzione dell'entità dell'entità nome. Per esempio:

<! ENTITY footer SYSTEM "footer.xml">

Il testo di sostituzione dell'entità deve essere ben formato, ma non deve essere racchiuso in un elemento radice univoco. Quando è esterno, il testo di sostituzione dell'entità può avere una dichiarazione di testo. Questo è simile a una dichiarazione XML, ma l’ l'attributo versione  è facoltativo e il encoding  uno è richiesto. Infine, il testo sostitutivo può contenere altri riferimenti di entità, ma riferimenti auto-referenziali e circolari sono vietati. Le entità definite dall'utente sono utilizzate come predefinite. Ad esempio, per invocare l'entità chiamataXML devi scrivere & XML;nel documento XML. Il parser sostituirà la chiamata dell'entità con il suo valore di testo.

Un uso delle entità è di evitare di digitare lo stesso testo nel documento XML molte volte. Ecco un [esempio](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/slides.xml) :

<? xml version = "1.0" encoding = "ISO-8859-1" standalone = "no"?>

<!DOCTYPE slides [

<!ELEMENT slides (slide\*)>

<!ELEMENT slide (course,university,image,title,content,author,date,about)>

<!ELEMENT title (#PCDATA)>

<!ELEMENT content (#PCDATA)>

<!ELEMENT author (#PCDATA)>

<!ELEMENT date (#PCDATA)>

<!ELEMENT about (#PCDATA)>

<!ELEMENT course (#PCDATA)>

<!ELEMENT university (#PCDATA)>

<!ELEMENT image EMPTY>

<!ATTLIST image source CDATA #REQUIRED>

<!ENTITY XML "Extensible Markpup Language">

<!ENTITY UdA "Università &quot;G. D'Annunzio&quot;">

<!ENTITY footer "<author>Massimo Franceschet</author>

<date>16 February 2005</date>

<about>&XML;</about>">

<!ENTITY prolog SYSTEM "prolog.txt">

]>

<slides>

<slide>

&prolog;

<title>&XML; fundamentals</title>

<content>The fundamentals about &XML;</content>

&footer;

</slide>

<slide>

&prolog;

<title>&XML; schema languages</title>

<content>The schema languages for the &XML;</content>

&footer;

</slide>

</slides>

dove [prolog.txt](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/prolog.txt) contiene il seguente testo:

<?xml encoding="ISO-8859-1"?>

<course>Semistructured data: representation and query languages.</course>

<university>&UdA;</university>

<image source="logo.jpg"/>

Il [documento XML analizzato](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/slidesout.xml) dovrebbe assomigliare a questo:

<? Xml version = “1.0” encoding = “ISO-8859-1” standalone = “no”?>

<slides>

<Slitta>

<course> Dati semistrutturati: linguaggio di rappresentazione e di query. </ course>

<university>Università “G. D’Annunzio”</university>

<image source = “logo.jpg” />

<title> Fondamenti di Extensible Markpup Language </ title>

<content> I fondamenti di Extensible Markpup Language </ content>

<autore> Massimo Franceschet </ author>

<data> 16 febbraio 2005 </ data>

<about> Extensible Markpup Language </ about>

</ Slide>

<Slitta>

<course> Dati semistrutturati: linguaggio di rappresentazione e di query. </ course>

<university>Università “G. D’Annunzio”</university>

<image source = “logo.jpg” />

<title> Lingue dello schema di Extensible Markpup Language </ title>

<contenuto> Le lingue dello schema per l’Extensible Markpup Language </ content>

<autore> Massimo Franceschet </ author>

<data> 16 febbraio 2005 </ data>

<about> Extensible Markpup Language </ about>

</ Slide>

</ Slides>

Infine, **un’entità parametro** è una scorciatoia per un pezzo di DTD (non per un pezzo di dati XML). Come entità generali, possono essere interne ed esterne. Ecco un esempio:

<! ENTITY% body “<! ELEMENT title (#PCDATA)>

<! ELEMENT content (#PCDATA)> “>

<! ENTITY% prolog SYSTEM “prolog.dtd”>

Per richiamare l’entità parametro chiamata corpo devi scrivere %corpo;nella DTD. Una caratteristica interessante è che le entità parametro possono essere definite nel sottoinsieme DTD esterno e ridefinite nel frammento DTD interno. In questo caso, la definizione interna conta.

Le entità dei parametri sono spesso utilizzate per la **modularizzazione** dei DTD. Quando un DTD è grande, l’insieme di dichiarazioni è tipicamente separato in moduli diversi e solo i moduli utili possono essere inclusi in un altro DTD. Ad esempio, le seguenti definizioni includono nel DTD corrente le definizioni contenute nelbody.dtd documento:

<! ENTITY% body SYSTEM “body.dtd”>

%corpo;

La modularizzazione spesso sfrutta il IGNORARE e INCLUDEREDirettive XML. Il primo è utilizzato per commentare una sezione di dichiarazioni:

<! [IGNORE [

<! ELEMENT note (#PCDATA)>

]]>

L’effetto è di ignorare la definizione dell’elemento nella DTD corrente. La seconda direttiva è utile per includere una sezione di dichiarazioni:

<! [INCLUDE [

<! ELEMENT note (#PCDATA)>

]]>

L’effetto è di usare la definizione dell’elemento è la DTD corrente. Le entità parametriche e le direttive precedenti possono essere utilizzate per implementare un’inclusione condizionale delle dichiarazioni. Supponiamo di definire la seguente entità parametro:

<! ENTITY% switch\_note “INCLUDE”>

Ora possiamo sostituire la parola chiave INCLUDERE con l’entità parametro definita:

<! [% Switch\_note; [

<! ELEMENT note (#PCDATA)>

]]>

L’entità parametro switch\_note può quindi essere ridefinito in frammenti DTD interni, consentendo di accendere e spegnere il Nota definizione dell’elemento.

Come ultima osservazione, si noti che Mozilla non carica entità esterne (e DTD). Puoi usare [xmllint](http://xmlsoft.org/) con l’opzione—noentanalizzare un documento XML con qualsiasi tipo di entità.

# Database XML nativi

Molte informazioni in giro in questi giorni sono **semistrutturate** , **gerarchiche** e **ibride** .

**Dati semistrutturati**ha una struttura allentata (schema): un nucleo di attributi è condiviso da tutti gli oggetti associati a uno schema semistrutturato, ma sono possibili molte varianti individuali. Ad esempio, considera una bibliografia contenente riferimenti a pubblicazioni accademiche. Tutti i riferimenti hanno in comune un piccolo nucleo di attributi, come autori, titolo e anno di pubblicazione. Diversi tipi di riferimento, tuttavia, hanno molti attributi specifici. Ad esempio, i libri hanno editori, i giornali hanno numeri di volume, i contributi alle conferenze hanno titoli degli atti e degli indirizzi di conferenze, e le tesi hanno istituti ospitanti. Inoltre, alcuni di questi attributi potrebbero essere strutturati in modi diversi. Ad esempio, potremmo specificare il nome di un autore come un token univoco o come una lista arbitrariamente lunga di token, incluso lo spazio per possibilmente multipli prima, mezzo,

**I dati gerarchici** sono composti da elementi atomici ed elementi composti. Gli elementi atomici hanno un semplice contenuto piatto. Al contrario, gli elementi composti contengono sotto-elementi nidificati, sia atomici che composti. Non c'è limite al livello di nidificazione delle informazioni. La struttura risultante è una gerarchia di informazioni, probabilmente rappresentabile come un albero di oggetti. Ad esempio, una pagina Web scritta in XHTML ha una struttura gerarchica in cui gli elementi di tag potrebbero contenere altri elementi di tag. Come altro esempio, si consideri la gerarchia tassonomica biologica in cui una specie, il grado più elementare, annida all'interno di un genere, che a sua volta annida all'interno di una famiglia, e così via.

Il termine **dati ibridi si** riferisce al fatto che le informazioni spesso mescolano sia i dati che il testo. Ad esempio, un riferimento bibliografico potrebbe contenere record, come autori, titolo, anno, nonché informazioni narrative, come l'abstract di carta. Allo stesso modo, gli oggetti che rappresentano le persone in un social network mescolano attributi, come nome e professione, con descrizioni possibilmente lunghe e strutturate, come un CV.

Molti ricercatori hanno proposto XML come il formalismo più appropriato per lavorare con questo tipo di informazioni. XML ha i seguenti punti di forza unici come formato di dati:

1. **Sintassi semplice** . XML è un formato ben definito i cui documenti sono facili da creare, manipolare, analizzare tramite software e leggere da umani dotati di un editor di testo di base. Inoltre, XML è portabile su diverse architetture di computer e linguaggi di programmazione;
2. **Dati semistrutturati** . La flessibilità del modello di dati XML consente di rappresentare informazioni non strutturate e dati con uno schema libero;
3. **Supporto per la nidificazione** . La natura gerarchica di XML rende possibile rappresentare strutture complesse in modo naturale;
4. **Supporto per informazioni ibride** . Sia le informazioni incentrate sui dati che quelle incentrate sul testo possono essere facilmente rappresentate all'interno dello stesso documento XML.

Un **database XML** è un sistema di persistenza dei dati che consente di gestire i dati in formato XML. Deve garantire quelle caratteristiche di un sistema di database tradizionale che sono vitali per le applicazioni del mondo reale, tra cui un linguaggio di query universale, efficiente e scalabile, vincoli di integrità dei dati, gestione delle transazioni, privacy dei dati, backup e ripristino. Esistono due principali classi di database XML:

1. **Database abilitati per XML** . Questi sistemi associano i dati XML a un database tradizionale, in genere un database relazionale. I dati XML possono essere archiviati in diversi modi: un documento XML può essere distrutto in campi relazionali, record e tabelle, può essere interamente memorizzato come dati carattere nei record, oppure può essere salvato come oggetti di carattere esterno di grandi dimensioni.
2. **Database XML nativi** . Un database XML nativo definisce un modello logico per un documento XML e memorizza e recupera i documenti in base a tale metodo. Esempi di tali modelli sono il modello di dati XPath, l'Infoset XML e i modelli sottostanti DOM e SAX.

Un esempio notevole di database XML, che implementa la maggior parte delle funzionalità menzionate, è [BaseX](http://www.inf.uni-konstanz.de/dbis/basex/) .

A differenza di XML, il modello relazionale consente di memorizzare le informazioni in modo strutturato e piatto. Ne consegue che anche le informazioni semplici e altamente correlate, come una fattura con data e numero accompagnate da un elenco di voci della fattura (ognuna con descrizione, quantità e attributi di prezzo), devono essere suddivise su più tabelle e query potenzialmente costose, unendo le informazioni sparse attraverso i meccanismi chiave e chiave esterna, devono essere utilizzate per ricostruire le informazioni al momento della query.

Quando è un database XML una soluzione migliore per un database relazionale? Non c'è una risposta chiara. Tuttavia, Ronald Bourret dà la seguente regola euristica:

Se ti trovi essenzialmente a costruire un database relazionale all'interno del tuo database XML nativo, potresti chiederti perché non stai utilizzando un database relazionale in primo luogo.

La progettazione di un database segue una metodologia consolidata comprendente la modellazione concettuale, logica e fisica dei dati. Di seguito diamo un contributo allo sviluppo di metodologie di progettazione e strumenti per database XML nativi. Adottiamo il **modello di Entity Relationship** ben compreso, esteso con specializzazione (ER in breve), come modello concettuale per i database XML nativi. Inoltre, scegliamo il W3C XML Schema Language (XML Schema, in seguito), come linguaggio dello schema per XML. Proponiamo una mappatura da ER a XML Schema con le seguenti proprietà: le informazioni e i vincoli di integrità del modello ER vengono preservati, non viene introdotta ridondanza, sono consentite diverse visualizzazioni gerarchiche delle informazioni concettuali, la struttura risultante è altamente connessa e il design è reversibile.

**XML Path Language**

**XML path language** ( **XPath** ) è un linguaggio semplice per recuperare elementi XML da un *singolo*documento XML. XPath può essere sfruttato in diverse tecnologie XML: da solo come semplice linguaggio di query per XML, in [XQuery](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xquery/xquery-start.html) per recuperare elementi XML che possono essere ulteriormente elaborati per risolvere una query, in [XSLT](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xslt/xslt-start.html) per recuperare gli elementi a cui vengono applicate le regole del modello per trasformare un documento XML, in [W3C XML Schema](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xschema/xschema-start.html) per individuare chiavi e riferimenti chiave e infine in XPointer per puntare a particolari elementi XML nel documento XML collegato.

Per comprendere la semantica XPath è necessario comprendere il modello di dati XPath, ovvero, in che modo XPath visualizza un documento XML. Il **modello di dati XPath** rappresenta ogni documento XML come un albero di nodi. Ogni nodo ha uno di questi tipi:

Radice

Il nodo radice è un *nodo virtuale* che non corrisponde a nessun componente nel documento XML. Ha un commento figlio per ogni commento all'esterno dell'elemento del documento, un istruzione figlio di elaborazione per ogni istruzione di elaborazione all'esterno dell'elemento del documento e un elemento figlio univoco che corrisponde all'elemento del documento. Il nodo radice non ha genitore. Il suo **valore di stringa** è il valore stringa del nodo dell'elemento del documento.

Elemento

Un nodo elemento corrisponde a un elemento XML ed è etichettato con il tag dell'elemento XML. Ha sempre un genitore (il nodo radice o un nodo elemento) e può avere figli di tipo elemento, commento, istruzione di elaborazione e testo. Gli attributi e gli spazi dei nomi associati all'elemento non sono figli del nodo dell'elemento. Il valore stringa di un nodo elemento è il testo contenuto tra i tag di inizio e di fine dell'elemento, esclusi tutti i tag, i commenti e le istruzioni di elaborazione.

Attributo

Un nodo attributo corrisponde a un attributo. Il suo genitore è il nodo dell'elemento che contiene l'attributo (tuttavia l'attributo non è figlio del suo genitore!). Il valore stringa di un nodo attributo è il valore dell'attributo.

Spazio dei nomi

Un nodo dello spazio dei nomi rappresenta uno spazio dei nomi. Come i nodi degli attributi, i nodi dello spazio dei nomi hanno un genitore ma non sono figli del genitore. Il valore di stringa di un nodo dello spazio dei nomi è l'URI dello spazio dei nomi.

Testo

Un nodo di testo rappresenta una stringa di testo massima tra tag, commenti e istruzioni di elaborazione. Ha un nodo genitore ma nessun figlio. Il suo valore di stringa è il testo del nodo.

Istruzioni di lavorazione

Un nodo di istruzioni di elaborazione rappresenta un'istruzione di elaborazione. Ha un genitore e nessun figlio. Il valore di stringa di un nodo di istruzioni di elaborazione è il contenuto dell'istruzione che esclude la destinazione.

Commento

Un nodo di commento rappresenta un commento. Ha un genitore e nessun figlio. Il valore di stringa di un nodo di commento è il contenuto del commento.

In particolare, il modello di dati XPath considera le dichiarazioni XML e DTD. Inoltre, tutti i riferimenti di entità e carattere e le sezioni CDATA vengono risolti prima che venga creato l'albero XML. Ad esempio, prendere in considerazione il seguente [documento XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xpath/Turing.xml) :

<?xml version="1.0"?>

<!DOCTYPE person SYSTEM "Turing.dtd">

<?xml-stylesheet type="text/css" href="Turing.css"?>

<!-- Alan Turing was the first computer scientist -->

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession>computer scientist</profession>

As a computer scientist, he is best-known for the Turing Test

and the Turing Matchine.

<profession>mathematician</profession>

<profession>cryptographer</profession>

</person>

<!-- He committed suicide on June 7, 1954. -->

Per semplicità, in questo esempio, ignoriamo i nodi di testo i cui valori sono stringhe di spazi. Il nodo radice per questo documento ha due commenti figli corrispondenti ai due commenti del documento, un figlio di istruzioni di elaborazione per l'istruzione di elaborazione del foglio di stile e un elemento figlio per ilpersonaelemento. Non è un bambino associato alle dichiarazioni XML e DTD. Ilpersona l'elemento ha come genitore il nodo radice e ha 5 figli in questo ordine: il nome nodo elemento, il primo nodo elementoprofessione , il nodo di testo con valore tutto il testo tra il primo e il secondo elemento professione e gli ultimi due  elemento figli professione. I nodi dell'attributoNato e mortonon sono figli del nodo persona. Tuttavia, il nodo persona è il genitore di loro. Ilnome l'elemento ha come genitore il persona elemento nodo e da bambini il primoe scorsonodi elemento. Il suo valore di stringa èAlnturidag. Il genitore diprimo elemento è il nomenodo dell'elemento. Ha un testo figlio con valorezona.

**Passi di posizione XPath**

Ogni espressione XPath (o query XPath) viene valutata in un nodo ad albero XML (chiamato nodo di contesto) e restituisce un oggetto di uno dei quattro tipi: Booleano, numero, stringa, insieme di nodi (non a caso, un insieme di nodi). La più importante espressione XPath viene chiamata (posizione) **percorso** , il cui valore è sempre un insieme di nodi. Un percorso è composto da passaggi (posizione). Ogni **passaggio** ha la forma axis::test[filter]. La parte[filtro] è facoltativo.

Impareremo XPath con l'esempio sfruttando il seguente albero dell'alfabeto che corrisponde al [documento XML dell'alfabeto](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xpath/alphabet.xml) :

![Un albero che rappresenta l'alfabeto inglese se letto in preordine](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqsAAAEMBAMAAAARxOIJAAAAHlBMVEX+//8fHx9/f3/f398/Pz9fX1+/v7+fn58AAAD///8hs0Z1AAAAAXRSTlMAQObYZgAAESRJREFUeJztnUGX27YRx/MZ6vfc52M29bN9dOu+Rme36fMxbd1mj27c191jHce2jokdW7zFq90V+W3rlUSAwMwAM0OAAP34v0iiMMDgRxACAXD0RbcovX79orQHn6UWrFm0YM2iBWsWLVizaD5Y282NSnvB1Fywtgei7UzAzgSrpdlumpKOMDUPrO0Q5Rza6yywtm4DnQHXWWD1OLb1dwNzwAow1t9c54AVNs7qm+sMsCLXfPXNdQZYEYbV964zwIohXLCOlW2Zr+zB2nuBGWA17/6BHaxTM8J6/egcHqxUM8K6u34CD1aqGWE927yFByvVjLCedk/hwUo1A6zHkcDucXffdK7LSGCk8PnVBeso3UBF77IqXyWoGuuhpRJzAlWDrRirufypGayKwVaLddCn0vOtm1oXtirF6v5QBVYHKl0xrBKr3wiDa1lVrnFXiBXBFFl5rQ9sbViJthfbJ1BbJ1sXVppOdFdLXX1BRVgjO6zie7Aq2qJVC1ZWY4tf6LV0BnVgZQ6TOInqGHHVgJVNgpesBrDlsQoocBOWB1saq4gAP2lpsGWxCmsvSVwWbEms4prLkpcEWw6rotZSg3JgS2FVDTDlJqXuvYpg1VZW1faKgC2AVX9pKu0K3HpNjnVMHdWWk/cF02IdWb0xjW7aJjsl1tE1G2c+ZZOdDGuKSo1ub5OBnQhrmhFkgjwm6gsmwZqqLklymaQvyI81YTVSNbT8TTY31qT3j+myyn1bmxdr4maRMrO8fUFGrKkdb1MvAWbsC7JhTX+ZJceasS/IhDVLQ8iRaaa+IAvWTN1Wpos2h7fpseb7Lch2yab3ODXWnCOXNt9vd+oLIS3WvMPBjFhTu54Sa/abl7zZpwTLxhrdWZb7VnuC8GJhsPvymeSZWKP7ICeAGnYgVTEUtyNRJlge1viuXU4uIzRdeDE8/8FRVl1ZWIvvMZ80vBgGdlgmJ6IJB2s4utcE05dThxcDXY33EEicKwcr/vzOsauZYhmjQHixY8VatMB4nRlY8afNbh5GnWhpqFB4sZvqHYbKfnnx88rAij4bOWUs1XLhxQ61hMELouEM4ljRJ3mnpFoyvNi+npHnxDDFsWLPnU8a+LdkeDHqFiBW+ThWPLrXhHsZSoYXw/uAeC8QxWoaxv0X/7SlCTwbK+PA2b3fFXGgL+v5rd1j4BShOFb75iE8OIEGDlwXcaAnuL19AQ8SkmB9CQ9OoIED3xdxwBB89hVyEJcA6+Y9PDiBBg6UiYNlCF4+QQ7iEmDd/g8enED1tNbXv0EO4pJ0Ah/hwQk0cGC7KuFAT/B6fXYODhLijwTOTv5lDhYaCXy5KuFAX9az1aPbwClC2nHrhCrtQJZxa/EYytjC4LQOZLnLKhzxe9NgDmRdhAWlgSMJ5gSKxqff48On0CZ0gnHEk3q+dRId2OEOTNhgs8y3FvvvjyO4tvEdOH6erMFmWR0o9E81/Urdp9KBAxs3SXZlWcsq8r9KPbF92cCB3ompeoIcK68F/gXMFHisA3DAuDHNvG+efQIT/2fdAGJfG+CAbTNTnWizqyVVa91fh5MttAxKcWNfug7Y7ya7go4LMIwJCdZP1vF12su/g72Y+3Hw7URg+SA4WBvvNaM2wd8G7/PkcVxb75UW53agf5Pdcfd3Hf7i+gecFBMMCvgkJDevubG6DQ4Zx4AjbprsXX8L3lBiTLWYd3mx+lCQ0uAhr365N2kGPHElmW/N6TO4hLGWF5+hy9sTtMg7XPxFl6xYQTND8aA7lv3PGcHyWUSxNujbtIJtDGeDOgBt8/mJvsUUwzo0z+QuMjYiWhzuAPwhywWWDyOGtSHep1NkSznljBUyZMjUxbbEe6gIVsc4B1YMAMmEcABdbMriLMOZgyJYG/JDEqGXK93SKAcwrjl6gpb84CuM1TVN7qf0r7BIB9CLPn1PwMcRxtoEPo0WOhQKsgg4gJqlHmy1gU+uglg9w6RYcX7hmffQl/g1n7Yn4PMIYg3Oy42TikLwW/yMJO0J2uDHoUJYfbN0WImrM4Yg7ADR0hP2BHwgIayR6U61qIpG6x9xgOpBkoH1sdLNNYAVGKXBSj/kHTWNOUD2zInA8okEsEZnkTWiK8hYIYo6QP/iJQELXCR9prECkwQrhIEc4qvvnDhYgVxSeA9+UqniaKxw/mOsYyF7xp4GVnixUD7j/QdYqeZKYG2xbXLjBoHBoQ5rXxcr8kQwp7E1gFUgdg0QWDcNNi00wqmwMW+3HC+gR7CPHjWMxbC2eI4UVvRJVz3WsClzDyLTgTC5MT0BZovnh2NtsYahP9MRS+7OTq4DkWT61oFCQbMjsUrmQeXeOIVxq8k+r5F06vaBzbhLsOK/ubqzHLvqBLuQ2Slj3JQ9AdJtE8MTB6vZvIX1zaGtbXTkLWDiJm0lbVWwt24zOAeoIZ6TopKH3zHfcIDVbjWEV0lwIyYdeQupjZuUHQZNuhPUPAtDGsKcdJVsb3j5hgZrcGNsaNswbQjODkjKpirft2ww0IbeAV0lHZommcEa2qoX3OROGobXqW+SssMyK3bZHy7YsGFL++7nRiUkDHusGzpl+JEM1LBBOy+QlNtZap4J2ecdNbRBQ+SVDDl3xBp8RMbf59RQH/q0G/QpP5CUfX8RciBgtQFPHmHrvM2xPwokldM5YgX9RYO/B4kxQ2JUECojKPXzdizDQ08krmS4jAPW4OOHsPYNlswcIQZbikccGQ6MN9yPjcSVjJRxwIoMUxv4zmiDvHO85O2q4E4FhBwYb0g5HKxkjM4ea/DR7lAvKXgmXPP4eNyBVIbqShKGB6xIQcF98o2fCDOMH+b1AiEHUhmqK0kY7rEa5C9OvjGGjft6/fPdtTHceK/D0F/UunL/5vpDF0nqygYVseWz2vkgHEosMJqp5IfuzdpP2r/eX1898A1MGXdff7caGO6x9t/tTrtXpqje0H62sVrAA0rD0F84qwb7noUVvOl47VwQGG1QSbiRvXfy6vT31sKnc979dmjoYL1cdVvSsEGcG2D9wTf0VBTr84ghC+v29gNr4dP5BH1o6GC1EZkQw1CJTuiv+rC+/HvEkFfJZ+fWAmC1QcIg1tWgqM+otV49iRiao3eCbWdg4dPZ2pB2AOunvvUPpGHT3ROV6CkF1u05OMgz/As8iCd9jPQXLKwf193QOXck8OPJ2nwHRgL2O2QkYK+PfCOBky9hbizD9UPTK4ZHAt0fT2x/ASu5BgbG8NvXP5pvN8u4lZFUPW5d7rKy3GUlnROgalzrnEA8qXZOIO0MFqFaZ7DiSdUzWGnnWwlVOt/KSKqdb028OoBLkNSTbnVAZphldSDxWhYuQVJXmrUsqWGWtSz1yusmaOhJkJTtQDJDLylNWbLyqtwn0EYMPQeEQboYDiQ0dJN6TVJIB93VAoukNnwMLeJ7KRrhX89Z14YOyE7IwDA28nAr6aWW0cH3YOFlIjuZDi8N798P21gZQUPrgNSab3hIegQKKiugM+oPSY/5CMef3OTAcHQGQkdll4WjMVhb7zVt8oFSYZXeRggvi4FGYG2VzoqpgHkNcXWFResbQK8RWBvwJih0OlpX0PgcwjL5q7sBPVYpJjs7oS1ISkdftrqgXnqsQlfhYoa4IP2ZQbLgpdd2A2qs9voQeip1dXAhNtjBHIXbVMpuQIs1ODUWTi/DSqySya5OqaG0dkBarFJHh1Np2oKSZMIyVDeCXkqsg2tD6qfMUScxgTguseEgkaob0GF1JnQ4Bs7spaSkhvqgzkXsr4arCqtTEOfst+QHiSHNOCaxIXmRMKXB6p4+TqH+ZCJbDf1JnY1o68b+g5yrAqs3Vc6waAOfBIYhyGHJDUMLAAzJsbbBj6hcrwRYm9BHdT4Kl6Vc5ViDVUWlOBF4SnnRakO1zweJsfq/iwwX/bUfdll+3qkyYhj6SYTDASlWvziFh2waIGEEMy2FobqsvaRYEzhYAdacjWEvIVZwLcRrBvxhOwjyVp+gaE5QIG9RNyDDCnbNMPwDLLgrhKC9wCVKZnOFhvET0qq3KN1IhBU2vHhRiA0TK3I+5HT2Qh4EZyzCKpq4kQQrHL1Fg1Fg0bdYOy8aBBlyPrBkUAgiLH5arDDB6FWAFck1tlOk3SDOc7C22MO9WE1Z4ZcwN5uo60h12VwFWJE841iR73lYsW3OaMAkJVaV6+zfSCbWFu+xY4TwcFoMEKgh+h8FzLYvN8QD4TB7WCZWEEiiPxwxQ6O/8bBiDQw5xOqpNYb4zzHz37u5WPHMop4pryRitID2KJzGrzIkqjwW62C7FqzmYZ8XXoQxxDtDxgYxvDNEI+b08dCEm/IYhhvM0JAIb9EjsTqbC/1LhrkrEYs3pjSkQ3/dJFdsIVUamrB2tOGNKKzuVliXaoZIZBHDcJQwba4qw30cqOj2ZyrasJOT13qU++FHGObJVWe44ezrJwKNumlpqn7StA825M1Va9gGnTuICDTqfhz5NM1Yw8rc4TwIhWJN/OzXWMPK3An2UEehWJE7aJsJ+C7Fc5whw8rcYT1kimFN/VztSMPK3AkZGmFYsdvxxn+Dpc9iWJk7vAf4Mayh+0ZNzIJxhpW5EzQ0QrCa8/HvExMzzJyQ/vVsvXvvG9gTOYgx4htev9+RIcx27z597RuaL38JhP7a3RsEkgHu3H1ButM9vX/3AWV49mD7DWX45vs/r16u/JJ6YViPr9en3QU4ODhpNq/GTeOcPt+wawJBun46v7AdnJ/XuzUsoE/9ortY0+40O9qd89bGrvENr067HjkwvFw/s7HYJFgvV8jB8VjfntovfcOfT/9EY317i8b6uNveod2xgYWgO8gAwBzZvt2tKMPdk7O1YS7B+rHbbp5QuTpzWiKsP53aL33Dt7fWNNbmOY31TvAsP7pFuxPC2j29og3fnzxed/7BXuHW+jWZ64hOYNB2fMPmbw8CWHf3yVxv7ckSuW4HIdVkWL9+BZIZw6df/bLq/IO9Alh3pwgoFtbtIKoexHp5Sho2Z+cBrN13ZK73up25IkGu1+fWHxnWqzu04dnqqW9oFRoJ/OfeiTkoGglc2diZ2EjAnGUwEvhwERgJfOguyVwvfrA/9sCd7V/tMAGMBLo35hcLDiG29lwBw4vuv76h1ecybj0zI6Fax62V3dbwcr3+Fqav7C6rspvwytxRzwlUNmVUmTvqGazaJjgrc0c931rZdHxl7qhXBypbPKrNHfValpvWPx2hCzSPYWXuBHuovXj7BLwi69onML076n0CnfZv8nIZVuaOdlfLIUPNnzpmMmyc0F/F3dHuwapMwRvL+rRgzaK5YLU3liW9YGvBmkUzwRq8X69QC9YsWrBm0UywDmeXynnB14I1i+aB1UE5h15gwZpF88DqzoWW8kKgBWsWLVizaBZYPZAz6FwXrFk0C6z+OlMZLyRasGbRHLACjPX3AnPACijW31zrx4qEMONENSurGWBF1j6l/ww1ueaAFdkasWAdKxgnhh1Or5xmgdU/tGAdLywEnvAPIqfXHLDyjlWlGWBFt51N74dINWMNhDBDQ39VpHqxqjdJ1qBasep3GFehWrGqN6DXoUqxqh+XqER1YtU/a1SJ6sSqfhStFlWJVf8cZy2qEqv6Md9qVCNW/TPy1ahKrKFjGMIFK0emQb54se7fgoAf1x/ungODalQj1p7c7kF3zz84iBlmI1/Vt2RYM9bLVffQPzjAenGnf7tg5ajH+tGheHixBzbvTCewYOWI2VqtwYKVI2bfag0WrBwxRwKIQTWqEesybs2i5S4rj5Y5gSxaZrDyaJlvzaJldSCPlrWsPFpWXrNo2SeQScuulkxSh/4qr5qxzlgL1ixasGbRgjWLFqxZ9Ov/AZLw8Ms9vMWoAAAAAElFTkSuQmCC)

L' **ordine del documento** è un ordine totale definito sugli elementi XML di un documento. Un elemento A precede un elemento B nell'ordine del documento se il tag iniziale di A viene prima del tag di partenza di B che legge il documento dall'alto verso il basso. Si noti che l'ordine del documento corrisponde al **preordine** sull'albero XML. Ad esempio, se si legge il documento alfabetico nell'ordine del documento o l'albero dell'alfabeto in preordine, si ottiene l'alfabeto inglese in ordine decrescente.

Ecco il primo esempio di percorso di posizione (in effetti, un passaggio di posizione):  child::\*. . Il risultato di questa espressione è l'insieme di nodi **figlio** elemento del nodo contesto indipendentemente dai nomi (tag). Ecco un esempio grafico: il nodo di contesto è il nodo rosso e il set di nodi di risultato contiene i nodi gialli:
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Il gradino  parent::\* recupera il nodo **genitore** dell'elemento del nodo di contesto. Segue un esempio grafico (il nodo di contesto è sempre il nodo rosso e il set di nodi risultato contiene sempre i nodi gialli):
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Il gradino descendant::\*recupera i nodi **discendenti** dell'elemento del nodo di contesto. Segue un esempio grafico:
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Il gradino ancestor::\*recupera i nodi degli **antenati** dell'elemento del nodo di contesto. Segue un esempio grafico:
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Il gradino following-sibling::\* (significa fratello). recupera l'elemento nodi **fratelli giusti del** nodo di contesto. Segue un esempio grafico:
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Il gradino preceding-sibling ::\* (significa fratello). recupera l'elemento nodi **fratelli** di pari livello del nodo di contesto. Segue un esempio grafico:
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Il gradino a following::\* recupera i nodi elemento che **seguono** il nodo di contesto rispetto all'ordine del documento, escludendo i nodi discendenti. Segue un esempio grafico:
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Il gradino preceding::\* recupera i nodi elemento che **precedono** il nodo di contesto rispetto all'ordine del documento, escludendo i nodi antenati. Segue un esempio grafico:
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Inoltre, il passo descendant-or-self::\*  recupera i nodi discendenti dell'elemento del nodo di contesto più il nodo di contesto stesso,

antenato-or-self::\*  recupera i nodi dell'elemento antenato del nodo di contesto più il nodo di contesto stesso,

self::\* recupera il nodo del contesto stesso,

attribute::\* recupera i nodi di attributo del nodo di contesto

e infine

namespace :: \* recupera i nodi dello spazio dei nomi del nodo di contesto.

Finora abbiamo usato solo il test \* che soddisfa qualsiasi nodo elemento indipendentemente dal nome. Altri test rilevanti includono:

nome

Lungo tutti gli assi ma attributo e spazio dei nomi, abbina tutti gli elementi con il tag specificato. Lungo l'asse degli attributi, corrisponde a tutti gli attributi con il nome specificato. Lungo l'asse dello spazio dei nomi, corrisponde a tutti gli spazi dei nomi con il prefisso specificato.

nodo()

Corrisponde a tutti i nodi indipendentemente dal tipo. Tuttavia, notalochild :: node ()seleziona tutti i figli del nodo di contesto ma gli attributi e gli spazi dei nomi, poiché, in base al modello di dati XPath, non sono figli del nodo di contesto. Per selezionare tutti gli attributi del nodo di contesto, utilizzare attribute::\*, o namespace ::\*  per gli spazi dei nomi.

testo()

Corrisponde a tutti i nodi di testo.

commento()

Corrisponde a tutti i nodi dei commenti.

processing-instruction ()

Corrisponde a tutti i nodi di istruzioni di elaborazione. Con una stringa come argomento, seleziona tutte le istruzioni di elaborazione con quell'obiettivo.

Ad esempio, considera nuovamente il seguente esempio:

<?xml version="1.0"?>

<!DOCTYPE person SYSTEM "Turing.dtd">

<?xml-stylesheet type="text/css" href="Turing.css"?>

<!-- Alan Turing was the first computer scientist -->

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession>computer scientist</profession>

As a computer scientist, he is best-known for the Turing Test

and the Turing Matchine.

<profession>mathematician</profession>

<profession>cryptographer</profession>

</person>

<!-- He committed suicide on June 7, 1954. -->

Cerchiamo di impostare il nodo di contesto sul nodo della persona. Poi child :: node () corrisponde a tutti i nodi figli, cioè il nome e professione elemento figlio nodi e l'unico nodo figlio di testo, bambino::\* corrisponde solo ai nodi figlio elemento, child :: profession  matcha solo profession elemento figlio nodi, child :: text () corrisponde al nodo di testo, attribute::\* corrisponde a entrambi gli attributi e attribute :: born  corrisponde al born attributo. Inoltre, se il nodo di contesto è la radice, allora child::comment() seleziona i due commenti dell'elemento del documento e child::processing-instruction('xml-stylesheet') seleziona l'istruzione di elaborazione del foglio di stile.

L'ultimo componente di un passo di posizione è il filtro opzionale. Poiché i filtri possono contenere percorsi di localizzazione, rimandiamo la loro introduzione dopo la discussione dei percorsi di localizzazione.

**Percorsi di localizzazione XPath**

I passaggi di posizione possono essere combinati in **percorsi di posizione** . Un percorso inizia opzionalmente con un segno di barra e continua con una sequenza di almeno un passo di posizione. I passaggi sono separati da segni di barra. Un sentiero ben formato è/ /descendant::L/child::\*/child::\*

Un percorso dovrebbe essere valutato come segue. Se il percorso inizia con /, il nodo contesto viene impostato sul nodo radice, altrimenti un nodo contesto dovrebbe essere fornito come input. Il primo passaggio viene valutato nel nodo contesto risultante in un *insieme* di nodi di contesto, denominato *set* di nodi di **contesto** . Quindi, il secondo passo viene valutato in ciascun nodo del contesto risultante dalla valutazione del primo passo. I gruppi di nodi risultanti vengono uniti per formare il risultato del secondo passo. E così via. Il risultato dell'ultimo passo è anche il risultato del percorso. Ad esempio, considera nuovamente l'esempio di alfabeto:

![Un albero che rappresenta l'alfabeto inglese se letto in preordine](data:image/png;base64,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)

Il sentiero /descendant::L/child::\*/child::\* seleziona i nodi etichettati con O e P. In effetti, la radice è il nodo di contesto iniziale e il primo passo seleziona tutti i discendenti di radice etichettati con L. Il risultato contiene solo il nodo L. Il secondo passo recupera tutti i figli di L. Questi sono i nodi M , N e Q. Infine, il terzo passo seleziona tutti i figli di M, N e Q e prende l'unione dei set risultanti. Il risultato sono i nodi O e P.

Ricorda che un passaggio ha la forma axis::test[filter] dove [filter]è facoltativo. I percorsi di posizione possono essere utilizzati nei **filtri** dei passaggi di posizione. La parte del filtro, come suggerisce il nome, viene utilizzata per filtrare l'insieme di nodi selezionati dal percorso. Il processo di filtraggio è il seguente: il filtro viene applicato a ciascun nodo nel set corrente di nodi. Se il risultato non è vuoto, il nodo viene lasciato nel set di nodi corrente, altrimenti il ​​nodo viene cancellato dal set di nodi corrente. Ad esempio, con riferimento all'esempio alfabetico, il passo /descendant::\*[child::\*] seleziona tutti i nodi interni (nodi con almeno un figlio): tutti i discendenti di root vengono prima selezionati e quindi i discendenti che hanno almeno un figlio sono lasciati nel set. Il risultato è colorato in giallo:
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Come altro esempio, il passaggio successivo seleziona tutti i nodi che hanno almeno due fratelli a destra: /descendant::\*[following-sibling::\*/following-sibling::\*]. Il risultato è colorato in giallo:

![Tutti i nodi hanno almeno due fratelli giusti](data:image/png;base64,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)

I percorsi di posizione nei filtri possono essere combinati con i collegamenti booleani e, o, e non. Ad esempio, il percorso /descendant::\*[not(child::\*)] seleziona tutti i nodi foglia (nodi senza figli), il percorso /descendant::\*[child::\* and preceding-sibling::\*] seleziona tutti i nodi interni con almeno un fratello sinistro e il percorso /descendant::\*[ancestor::B or preceding::B] seleziona tutti i nodi che seguono B nell'ordine del documento.

# Operatori XPath e funzioni

Il frammento di XPath che abbiamo descritto finora è solitamente chiamato **XPath di** navigazione o **core** . In sostanza fornisce tutte le funzionalità per navigare 0 XML. Tuttavia, XPath completo offre di più, tra cui:

* Operatori di confronto, come =,! =, <, <=,>,> =;
* Operatori numerici, come +, -, \*, div (divisione), mod (resto);
* funzioni.

Considera il seguente [documento XML](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xpath/biblio.xml) contenente un estratto di una bibliografia:

<biblio>

<inproceedings key="M4M05" cite="JLLI05">

<author>M. Franceschet</author>

<author>E. Zimuel</author>

<title>Modal logic and navigational XPath: an experimental comparison</title>

<booktitle>Workshop Methods for Modalities</booktitle>

<pages>156-172</pages>

<year>2005</year>

<url>http://www.sci.unich.it/~francesc/pubs/m4m05.pdf</url>

</inproceedings>

<article key="JLLI05" cite="M4M05">

<author>M. Franceschet</author>

<author>B. ten Cate</author>

<title>Guarded fragments with constants</title>

<journal>Journal of Logic, Language and Information</journal>

<volume>14</volume>

<number>3</number>

<pages>281-288</pages>

<year>2005</year>

<url>http://www.sci.unich.it/~francesc/pubs/jlli05.pdf</url>

<price>15</price>

</article>

</biblio>

Segue una [DTD](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xpath/biblio.dtd) semplice per il documento sopra riportato:

<!ELEMENT biblio (article | inproceedings)\*>

<!ELEMENT article (author+,title,journal,volume,number,pages,year,url,price)>

<!ATTLIST article key ID #REQUIRED

cite IDREFS #IMPLIED>

<!ELEMENT inproceedings (author+,title,booktitle,pages,year,url)>

<!ATTLIST inproceedings key ID #REQUIRED

cite IDREFS #IMPLIED>

<!ELEMENT author (#PCDATA)>

<!ELEMENT title (#PCDATA)>

<!ELEMENT booktitle (#PCDATA)>

<!ELEMENT pages (#PCDATA)>

<!ELEMENT year (#PCDATA)>

<!ELEMENT journal (#PCDATA)>

<!ELEMENT volume (#PCDATA)>

<!ELEMENT number (#PCDATA)>

<!ELEMENT url (#PCDATA)>

<!ELEMENT price (#PCDATA)>

Gli operatori di confronto possono essere usati per confrontare il valore di stringa di un nodo. Ad esempio, la query:

/child::biblio/child::\*[child::author = "E. Zimuel"]

recupera tutti gli articoli bibliografici con un certo autore chiamato E. Zimuel. Le stringhe devono essere citate singole o doppie. La seguente query seleziona tutti gli articoli pubblicati dopo l'anno 2000:

/child::biblio/child::article[child::year > 2000]

Siccome 2000 non è quotato, è considerato come un numero e il segno> è interpretato come l'operatore maggiore di numeri. Se scrivi child::year > "2000", allora  2000 è considerato come una stringa, e il segno> è interpretato come un operatore più grande di quello su stringhe (l'ordine lessicografico).

XPath definisce un numero di funzioni che è possibile utilizzare nei filtri (di solito) o nelle espressioni non elaborate. Ogni funzione restituisce uno dei quattro tipi di base: stringa, numero, booleano, set di nodi. L'unica funzione booleana rilevante è not()che completa la sua argomentazione. Altre funzioni rilevanti seguono:

**Funzioni del set di nodi**

Queste funzioni operano o restituiscono informazioni sui set di nodi. I più rilevanti sono:

position ()

Restituisce la posizione, rispetto all'ordine del documento, del nodo di contesto nel set di nodi di contesto. Ad esempio, la query successiva restituisce il primo autore della voce bibliografica con chiaveM4M05:

/child::biblio/child::\*[attribute::key = "M4M05"]/child::author[position() = 1]

last ()

Restituisce la posizione dell'ultimo elemento nel set di nodi di contesto, ovvero la cardinalità del set di nodi di contesto. Ad esempio, la query successiva restituisce l'ultimo autore della voce bibliografica con chiaveM4M05:

/child::biblio/child::\*[attribute::key = "M4M05"]/child::author[position() = last()]

count(path)

Restituisce la cardinalità del set di nodi di contesto risultante dalla valutazione dell'argomento sentiero. Ad esempio, la query successiva restituisce il numero di autori della voce bibliografica con chiaveM4M05:

count(/child::biblio/child::\*[attribute::key = "M4M05"]/child::author)

mentre il prossimo seleziona i documenti della conferenza con più di 3 autori:

/child::biblio/child::inproceedings[count(child::author) > 3]

id(string)

Prende come input una stringa contenente uno o più ID separati da spazi bianchi e restituisce un set di nodi contenente tutti i nodi nel documento che hanno quegli ID. La stringa di input può essere una stringa statica o una stringa dinamica ottenuta come risultato della valutazione di una query XPath. Ad esempio, la query successiva restituisce la voce con IDM4M05:

id ( "M4M05")

mentre il prossimo seleziona le voci che vengono citate dalla voce con ID M4M05:

id(/child::biblio/child::\*[attribute::key = "M4M05"]/attribute::cite)

Puoi anche scrivere l'ultimo come:

/child::biblio/child::\*[attribute::key = "M4M05"]/id(attribute::cite)

Si noti che il id() le funzioni funzionano solo se sono stati dichiarati correttamente gli attributi ID e IDREF nel DTD del documento.

**Funzioni di stringa**

Le funzioni più rilevanti che operano sulle stringhe sono:

contains(string1,string2)

Restituisce vero se la prima stringa contiene il secondo. Entrambe le stringhe possono derivare dalla valutazione di un'espressione XPath. Ad esempio, la query che segue recupera tutte le voci che contengono nel titolo la stringalogica:

/child::biblio/child::\*[contains(child::title,"logic")]

starts-with(string1,string2)

Restituisce vero se la prima stringa inizia con il secondo. Entrambe le stringhe possono derivare dalla valutazione di un'espressione XPath.

**Funzioni numeriche**

La funzione più rilevante che opera sui numeri è sum (percorso)che accetta un nodo impostato come argomenti e somma i valori di tutti i nodi nell'insieme dopo la conversione in numeri. Ad esempio, la query successiva restituisce il prezzo totale di tutti gli articoli pubblicati nel 2005:

sum (/ child :: biblio / child :: article [year = "2005"] / price)

# Sintassi abbreviata XPath

Alcuni assi sono usati più di altri. Per loro, sono disponibili le seguenti **scorciatoie** :

* child :: un può essere abbreviato come un
* / descendant :: un può essere abbreviato con //a
* attribute::a un può essere abbreviato con  @a
* self::\* può essere abbreviato con as.
* parent::\* può essere abbreviato con ..

Ad esempio, la query:

/descendant::a/child::b[attribute::c]/parent::\*[self::\* = "w"]

può essere scritto come segue:

//a/b[@c]/..[. = "w"]

Si noti che la query // un [// b] si espande a /descendant::a[/descendant::b]. Quest'ultimo seleziona tutti i discendenti di radice etichettati con un se esiste un discendente radice etichettato con b e restituisce il set vuoto altrimenti. In particolare, non è equivalente a /descendant::a[descendant::b], che seleziona tutti i discendenti di radice etichettati con a avere un discendente etichettato con b. Non esiste alcuna abbreviazione per descendant::b.

Puoi provare tutte le query precedenti con qualsiasi processore XPath. Un **processore XPath** è un software che valuta le query XPath. [BaseX](http://www.basex.org/) è un completo processore XPath basato su Java con una bella interfaccia grafica web. Mostra risultati in diversi formati tra cui testo, albero e mappa ad albero. [Saxon](http://saxon.sourceforge.net/) è un processore da riga di comando XSLT e XQuery. Poiché XPath è utilizzato sia in XSLT che in XQuery, puoi provare anche le query XPath con Saxon. Ad esempio, per valutare la query /descendant::article  sul documento XML biblio.xml, esegui il seguente comando:

java net.sf.saxon.Query -s biblio.xml "{/ descendant :: article}"

L'opzione -S imposta il nodo di contesto iniziale sulla radice del documento XML specificato. Se preferisci memorizzare la query nel file articles.xpl, allora puoi digitare il seguente comando:

java net.sf.saxon.Query -s biblio.xml articles.xpl

# Esecuzione di esempio

Scrivi in ​​XPath le seguenti domande per l'applicazione DBLP ed eseguine:

1. La tesi di dottorato di Andreas Neumann

/dblp/phdthesis[author = "Andreas Neumann"]

2 Tutti gli articoli di riviste con almeno quattro autori

/dblp/article[count(author) >= 4]

3 Tutti gli articoli pubblicati nel 2000 in una conferenza o in una rivista che contengono la parola XML nel titolo

/ dblp / \* [anno = 2000 e contiene (titolo, "XML") e

(auto :: inproceedings o self :: article)]

oppure

/dblp/inproceedings[year = 2000 and contains(title, "XML")] |

/dblp/article[year = 2000 and contains(title, "XML")]

4La percentuale di articoli di giornale nella bibliografia

count(/dblp/article) div count(/dblp/\*)

5 La percentuale di giornali di riviste individuali (articoli con un solo autore)

count (/ dblp / article [count (author) = 1]) div count (/ dblp / article)

6 Il numero medio di autori di documenti per conferenze

count(/dblp/inproceedings/author) div count(/dblp/inproceedings)

7 Il primo autore di tutti i lavori scritti da Massimo Franceschet

/dblp/\*[author = "Massimo Franceschet"]/author[position() = 1]

8 I primi e gli ultimi autori di carta con riviste chiave / ci / CervesatoFM00

/dblp/\*[@key = "journals/ci/CervesatoFM00"]/author[position() = 1] |

/dblp/\*[@key = "journals/ci/CervesatoFM00"]/author[position() = last()]

9 Tutti gli autori che seguono Massimo Franceschet in formato cartaceo con riviste chiave / ci / CervesatoFM00

dblp/\*[@key = "journals/ci/CervesatoFM00"]

/author[preceding-sibling::author[. = "Massimo Franceschet"]]

oppure

/dblp/\*[@key = "journals/ci/CervesatoFM00"]

/author[. = "Massimo Franceschet"]/following-sibling::author

10. Tutti gli atti che seguono la carta con le principali riviste / ci / CervesatoFM00 nella bibliografia

dblp/\*[@key = "journals/ci/CervesatoFM00"]/following::proceedings

11. Tutti i elementi nel titolo di un documento (a qualsiasi profondità)

/dblp/\*/title//i

# XML Query Language

Il **linguaggio di query XML** ( **XQuery** ) è un linguaggio di query completo per i database XML. Si distingue per i database XML in quanto SQL corrisponde a quelli relazionali. Un **database XML** è una raccolta di documenti XML (correlati).

XQuery funziona su **sequenze** , non su set di nodi come XPath. Una sequenza contiene elementi che sono nodi XML (come elementi e attributi) o valori atomici (come stringhe e numeri). La relazione tra XPath e XQuery consiste nel fatto che le espressioni XPath vengono utilizzate nelle query XQuery ( xqueries ). Quindi, possiamo considerare XPath come un frammento sintattico di XQuery.

Un tipico xquery funziona come segue:

1. **caricamento** : uno o più documenti XML vengono caricati dal database;
2. **recupero** : le espressioni XPath vengono utilizzate per recuperare sequenze di nodi ad albero dai documenti caricati;
3. **processo** : le sequenze di nodi recuperate vengono elaborate con operazioni XQuery come il filtraggio (creando una nuova sequenza selezionando alcuni degli elementi di quella originale) e ordinando (ordinando gli elementi della sequenza in base ad alcuni criteri);
4. **costrutto** : nuove sequenze possono essere costruite e combinate con quelle recuperate;
5. **output** : una sequenza finale viene restituita come output.

Alcuni dei passaggi precedenti sono opzionali. Ad esempio, un xquery può evitare il caricamento di un documento e il recupero di sequenze con espressioni XPath e, invece, può creare, elaborare e generare le proprie sequenze. Infatti, XQuery può essere usato come un linguaggio di programmazione (completo di Turing) che manipola sequenze di elementi, possibilmente utilizzando funzioni definite dall'utente. In queste pagine ci concentreremo su XQuery come linguaggio di query XML.

Un **processore XQuery** è un software che valuta xqueries. Vedi la [pagina delle risorse XQuery](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xquery/xquery-end.html) per un elenco di processori XQuery. [Saxon](http://saxon.sourceforge.net/) è un buon esempio. Al fine di valutare con Saxon la query contenuta nel fil exquery.xql, digitare quanto segue:

java net.sf.saxon.Query xquery.xql

# XQuery: muovendo i primi passi

Impareremo XQuery con l'esempio. Proponiamo una serie di query da interpretare su [documenti generati da XMark](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/dtd/dtd-xmark.html) .

Il più semplice xquery carica solo un documento XML: il doc() funzione carica il documento XML dato come argomento, come nell'esempio seguente:

doc ( "auction.xml")

Il risultato della query è l'intero documento caricato. Come detto sopra, le query XPath sono xqueries valide. In genere, il documento su cui deve essere valutata la query XPath viene caricato e quindi la query viene applicata a questo documento. Ecco un esempio:

doc("auction.xml")/site/people/person[not(watches/watch)]

Il risultato è una sequenza di persona elementi, ordinati in base all'ordine del documento, che corrisponde alle persone che non guardano alcuna asta aperta.

**Espressioni FLWOR**

**Le** espressioni **FLWOR** (pronunciato *fiore* ) sono le espressioni più comuni in XQuery. Sono simili alle istruzioni select-from-where in SQL. Il nome FLWOR è un acronimo, che rappresenta la prima lettera delle clausole che possono verificarsi in una tale espressione:

**for**

le clausole for associano una o più variabili alle espressioni XQuery. Ogni variabile *iterativamente* è associata a un valore dell'espressione corrispondente.

**let**

le clausole let associano le variabili *all'intero* risultato di un'espressione XQuery. Una sequenza di associazioni di variabili create da For e Let di un'espressione FLWOR sono chiamate **tuple** .

**where**

le clausole dove filtrano le tuple mantenendo solo quelle che soddisfano una data condizione;

**order by**

le clausole order by ordinano le tuple secondo i criteri dati;

**return**

 le clausole return costruiscono il risultato dell'espressione.

Un'espressione FLWOR inizia con uno o più clausole per o for in qualsiasi ordine, seguito da una clausola opzionale, seguita da una clausola opzionale order by, seguita da una clausola obbligatoria return.

# La clausola per

La clausola Per associa iterativamente una variabile ai valori di un'espressione. Ecco un esempio:

per $ i in (1,2,3)

return <tuple> {$ i} </ tuple>

In XQuery, le variabili sono precedute dal prefisso $. Il for  associa la variabile i agli elementi della sequenza (1,2,3). Per ogni assegnazione di variabile, ilritorno la clausola restituisce il valore contenuto nella variabile io racchiuso in a tupleelemento. Si noti che la variabileio è racchiuso tra parentesi graffe quando usato in tuple costruttore di elementi della clausola  return.  Ciò significa che il valore dell'espressione, e non l'espressione stessa, deve essere stampato. Il risultato della query è il seguente:

<Tuple> 1 </ tuple>

<Tuple> 2 </ tuple>

<Tuple> 3 </ tuple>

Più di una variabile può essere assegnata in una clausola per , come nell'esempio seguente:

for $i in (1,2), $j in (1,2)

return <tuple>

<i>{$i}</i>

<j>{$j}</j>

</tuple>

che produce il seguente output:

<tuple>

<i>1</i>

<j>1</j>

</tuple>

<tuple>

<i>1</i>

<j>2</j>

</tuple>

<tuple>

<i>2</i>

<j>1</j>

</tuple>

<tuple>

<i>2</i>

<j>2</j>

</tuple>

Infine, ecco un esempio sui documenti di XMark. La query restituisce il nome e l'indirizzo email di tutte le persone nel documento auction.xml. Si noti che i commenti devono essere introdotti tra(: e :) segni:

(: The name and email address of all persons :)

for $p in doc("auction.xml")/site/people/person

return <person>

{$p/name}

{$p/emailaddress}

</person>

# La clausola let

La clausola let assegna una variabile all'intero risultato di un'espressione. Ecco un esempio:

let $i := (1,2,3)

return <tuple> {$ i} </ tuple>

Il risultato è un unico elemento tupla  contenente l'intera sequenza assegnata nella clausola let:

<tuple> 1 2 3 </ tuple>

Per concludere, ecco un esempio più coinvolgente che utilizza entrambi for e letclausole. La query restituisce tutte le aste aperte con il numero corrispondente di offerenti. La variabileun è assegnato a tutte le aste aperte dal perclausola. Per ogni asta aperta, ilpermettere la clausola assegna la variabile ba tutti gli offerenti dell'attuale asta aperta. Infine, per ogni asta aperta, ilritorno clausola emette l'asta id attributo purché il numero di offerenti dell'asta:

per $ a in doc ("auction.xml") / site / open\_auctions / open\_auction

lascia $ b: = $ a / offerente

return <auction id = "{$ a / @ id}">

<Bidder\_count> {count ($ b)} </ bidder\_count>

</ Asta>

# Le clausole where e order by

Un incarico delle variabili usate nel for e letle clausole di una query sono chiamate **tuple** . Le tuple generate da una query possono essere filtrate condove clausola e ordinati con il ordinato daclausola. Ad esempio, la seguente query restituisce solo le aste aperte con un numero di offerenti compreso tra 1 e 3:

for $a in doc("auction.xml")/site/open\_auctions/open\_auction

let $b := $a/bidder

where count($b) >= 1 and count($b) <= 3

return <auction id = "{$a/@id}">

<bidder\_count>{count($b)}</bidder\_count>

</auction>

La query successiva ordina l'asta aperta in relazione al numero di offerenti dell'asta:

for $a in doc("auction.xml")/site/open\_auctions/open\_auction

let $b := $a/bidder

order by count($b)

return <auction id = "{$a/@id}">

<bidder\_count>{count($b)}</bidder\_count>

</auction>

È possibile utilizzare più di una chiave di ordinamento, separata da una virgola. Per impostazione predefinita, l'ordine è crescente. Un ordine decrescente può essere ottenuto aggiungendo la parola chiavediscendentedopo la corrispondente chiave di ordinamento. Segue un'istanza:

for $a in doc("auction.xml")/site/open\_auctions/open\_auction

let $b := $a/bidder

order by count($b) descending, number($a/current)

return <auction id = "{$a/@id}">

<bidder\_count>{count($b)}</bidder\_count>

{$a/current}

</auction>

# Query di annidamento

In tutti i nostri esempi, for e let le clausole contengono espressioni XPath. Tuttavia, possono contenere anche espressioni FLWOR più complesse, che possono contenere altre espressioni FLWOR e così via. Ricorda che un'espressione FLWOR valida deve iniziare con almeno una clausola for o let e deve terminare con la clausola return .

La seguente query recupera il nome e l'indirizzo e-mail di tutte le persone che hanno acquistato più di un oggetto e li stampa ordinati per nome. Il secondopermetterela clausola usa un'espressione FLWOR nidificata per unirsi al tipo IDREFpersona attributo di a acquirente elemento di un'asta chiusa con il tipo ID id attributo di a persona elemento:

let $doc := doc("auction.xml")

for $p in $doc/site/people/person

let $a := for $b in $doc/site/closed\_auctions/closed\_auction

where $b/buyer/@person = $p/@id

return $b

where count($a) >= 2

order by $p/name

return <person>

{$p/name}

{$p/emailaddress}

<items>{count($a)}</items>

</person>

Si noti che possiamo evitare le clausole di nidificazione di for utilizzando un filtro XPath come segue:

let $doc := doc("auction.xml")

for $p in $doc/site/people/person

let $a := $doc/site/closed\_auctions/closed\_auction[buyer/@person = $p/@id]

where count($a) >= 2

order by $p/name

return <person>

{$p/name}

{$p/emailaddress}

<items>{count($a)}</items>

</person>

La prossima query restituisce le persone, ordinate in base al loro reddito in ordine decrescente, accompagnate con le annotazioni che hanno fatto ad un'asta chiusa. Le persone che non hanno fatto annotazioni non vengono stampate (sono escluse dall'esterno tramite clausola dove). Ancora una volta, la sottoquery viene utilizzata per unire un attributo di tipo IDREF a uno di tipo ID.

let $doc := doc("auction.xml")

for $p in $doc/site/people/person

let $a := for $b in $doc/site/closed\_auctions/closed\_auction

where $b/annotation/author/@person = $p/@id

return $b/annotation

where count($a) > 0

order by $p/profile/number(@income) descending

return <person id="{$p/@id}" income="{$p/profile/@income}">

<annotations>{$a}</annotations>

</person>

Il prossimo esempio seleziona le persone e gli oggetti europei che hanno acquistato (vengono stampate solo le persone che hanno acquistato almeno un oggetto europeo):

let $doc := doc("auction.xml")

for $p in $doc/site/people/person

let $item := for $a in $doc/site/closed\_auctions/closed\_auction

where ($a/buyer/@person = $p/@id) and $a/itemref/id(@item)/parent::europe

return $a/itemref

where count($item) > 0

return <person id="{$p/@id}" items="{$item/@item}

# Funzioni definite dall'utente

In XQuery puoi definire le tue funzioni da utilizzare nelle query. Ecco un esempio di una funzione ricorsivache restituisce le categorie che sono raggiungibili da category0 attraverso un percorso arbitrario nel grafico della categoria:

declare function local:closure($input as node()\*, $result as node()\*) as node()\*

{

let $current := //edge[@from = $input]/@to

let $new := $current except $result

let $all := ($result, $new)

return

if(exists($new))

then ($new, local:closure($new,$all))

else ()

};

for $c in local:closure(id("category0")/@id,())

return <category id="{$c}"/>

La definizione di cui sopra merita qualche commento:

* Per distinguere le funzioni integrate (come il conteggio e la somma) da quelle definite dall'utente, le funzioni devono essere definite all'interno di uno spazio dei nomi. È possibile utilizzare il built-inLocale namespace senza dichiararlo;
* il nome della funzione deve essere un nome XML valido. Possono esserci più di una dichiarazione di funzione con lo stesso nome qualificato a condizione che il numero di parametri sia diverso;
* per ciascun parametro di funzione è necessario specificare un nome di variabile, un tipo e un indicatore di occorrenza. Per il risultato della funzione è necessario specificare un tipo e un indicatore di ricorrenza. Il tipo è un tipo di nodo (come node () ed element ()) o un tipo XSchema (come xs: string e xs: date). L'indicatore di occorrenza è sia ? (zero o uno), + (uno o molti) o \* (zero, uno o molti). Ad esempio, la definizione $input as node()\*  specifica che l'input del parametro può essere una sequenza eventualmente vuota di nodi di qualsiasi tipo;
* il corpo della funzione è un'espressione racchiusa tra parentesi graffe, che può essere qualsiasi espressione XQuery valida. Non deve contenere una clausola di ritorno; il valore di ritorno è semplicemente il valore dell'espressione. All'interno del corpo della funzione, una funzione può chiamare altre funzioni incluso se stessa (funzioni ricorsive).

Come secondo esempio, considera la bibliografia e migliorata con le citazioni. Segue una semplice istanza XML con 6 pubblicazioni:

<CITEX>

<article cites = "6">

<Author> M. Franceschet </ author>

</ Article>

<article cites = "5">

<Author> M. Franceschet </ author>

</ Article>

<article cites = "4">

<Author> M. Franceschet </ author>

</ Article>

<article cites = "3">

<Author> M. Franceschet </ author>

</ Article>

<article cites = "2">

<Author> M. Franceschet </ author>

</ Article>

<article cites = "1">

<Author> M. Franceschet </ author>

</ Article>

<CITEX>

L'indice h di un insieme di pubblicazioni è il numero più alto di pubblicazioni nel set che hanno ricevuto almeno quel numero di citazioni. Ad esempio, l'indice h del gruppo di pubblicazioni di cui sopra in 3, poiché ci sono al massimo 3 pubblicazioni che hanno ricevuto almeno 3 citazioni. La seguente funzione XQuery calcola l'indice h per l'insieme di pubblicazioni di un determinato autore:

declare function local: h ($ doc as node () \*, $ author as xs: string) as xs: intero

{

lascia $ pub: = per $ x in $ doc / citex / \* [autore = $ autore]

ordina per xs: intero ($ x / @ cita) decrescente

ritorno $ x

$ cita: = per $ n in (1 per contare ($ pub))

dove xs: intero ($ pub [$ n] / @ cita)> = $ n

restituisce $ pub [$ n] / @ cita

conteggio di ritorno ($ cita)

};

L'indice g è una variante dell'indice h menzionato. Dato un insieme di articoli classificati in ordine decrescente del numero di citazioni che hanno ricevuto, l'indice g di un insieme è il più grande numero di pubblicazioni in modo tale che gli articoli g migliori ricevano insieme almeno 2 citazioni. Ad esempio, l'indice g del gruppo di pubblicazioni di cui sopra è 4, perché la somma delle citazioni delle pubblicazioni top-4 è 18, che è maggiore di 4 2 = 16, mentre la somma delle citazioni dei primi 5 le pubblicazioni sono 20, che è inferiore a 5 2 = 25. La prossima funzione XQuery è un primo tentativo di calcolare l'indice g per l'insieme di pubblicazioni di un determinato autore:

declare function local:g($doc as node()\*, $author as xs:string) as xs:integer

{

let $pub := for $x in $doc/citex/\*[author=$author]

order by xs:integer($x/@cites) descending

return $x

$sum := 0

let $cites := for $n in (1 to count($pub))

let $sum := $sum + $pub[$n]/@cites

where $sum >= ($n \* $n)

return $pub[$n]/@cites

return count($cites)

};

La soluzione non è corretta poiché un ciclo for in XQuery viene eseguito in parallelo e non in modo sequenziale; quindi, la variabile $sum non contiene la somma delle citazioni fino alla pubblicazione corrente. Contiene le citazioni della pubblicazione corrente. Segue una soluzione corretta ma inefficiente :

declare function local:g($doc as node()\*, $author as xs:string) as xs:integer

{

let $pub := for $x in $doc/citex/\*[author=$author]

order by xs:integer($x/@cites) descending

return $x

let $cites := for $n in (1 to count($pub))

let $seq := for $i in (1 to $n)

return $pub[$i]/@cites

let $sum := sum($seq)

where $sum >= ($n \* $n)

return $pub[$n]/@cites

return count($cites)

};

Segue una soluzione ricorsiva efficiente :

declare function local:gRec($cites as xs:integer\*,

$g as xs:integer,

$sum as xs:integer) as xs:integer {

let $sumCites := $sum + $cites[1]

let $new := remove($cites, 1)

return

if (exists($cites))

then (if ($sumCites >= $g \* $g)

then local:gRec($new, $g+1, $sumCites)

else $g - 1

)

else ($g - 1)

};

declare function local:g($doc as node()\*, $author as xs:string) as xs:integer

{

let $pub := for $x in $doc/citex/\*[author=$author]

order by xs:integer($x/@cites) descending

return $x

return local:gRec($pub/@cites, 1, 0)

};

Usiamo le funzioni locali definite come segue:

let $doc := /.

let $author := "M. Franceschet"

return

<bibliometrics author = "{$author}"

h = "{local:h($doc, $author)}"

g = "{local:g($doc, $author)}"/>

# XQuery Full Text

XQuery Full Text estende XQuery con ricerche full text. I seguenti esempi possono essere eseguiti sulla commedia di Shakespeare [A Midsummer Night's Dream,](https://users.dimi.uniud.it/~massimo.franceschet/caffe-xml/xquery/dream.xml) messa in formato XML da [Jon Bosak](http://xml.coverpages.org/bosakShakespeare200.html) .

Le righe che contengono la **parola**hath:

//LINE[ . contains text "hath" ]

D'altra parte, la query seguente recupera le righe che contengono la **stringa**hath :

//LINE[contains(., "hath")]

Si noti che la stringa di ricerca viene tokenizzata prima di essere confrontata con la stringa di input con token. Nel processo di tokenizzazione avvengono diverse normalizzazioni: ad esempio, vengono rimossi il maiuscolo / minuscolo e i segni diacritici (dieresi, accenti, ecc.) E viene applicato un algoritmo di derivazione opzionale dipendente dalla lingua. Inoltre, i caratteri speciali come gli spazi bianchi e i segni di punteggiatura saranno ignorati. Quindi la seguente ricerca produce lo stesso risultato:

//LINE[ . contains text "hath" ]

Le righe contenenti sia le parole morte che abjure :

//LINE[ . contains text "death" ftand "abjure" ]

Le righe contenenti la parola morte o la parola abjure :

//LINE[ . contains text "death" ftand ftnot "abjure" ]

Le righe contenenti la parola morte ma non la parola abjure :

// LINE [. contiene testo "morte" ft e ftnot "abjure"]

Le righe contenenti la parola Demetrius in questo caso:

//LINE[ . contains text "Demetrius" using case sensitive ]

Le righe contenenti la parola Orléans con questo accento:

//LINE[ . contains text "Orléans" using diacritics sensitive]

Le righe contenenti la parola odio o parole correlate da stemming

//LINE[ . contains text "hate" using stemming using language "en"]

Le righe contenenti la parola amore evitano parole di stop:

//LINE[ . contains text "my very love" using stop words at "http://files.basex.org/etc/stopwords.txt

Le linee contenenti la parola amore usando i caratteri jolly:

//LINE[ . contains text ".\*love.+" using wildcards]

* . corrisponde a un singolo carattere arbitrario
* .? corrisponde a zero o a un carattere
* . \* corrisponde a zero o più caratteri
* . + corrisponde a uno o più caratteri
* . {min, max} corrisponde al numero min-max di caratteri

Le linee contenenti la parola amore usando un determinato dizionario:

//LINE[ . contains text "love" using thesaurus at "thesaurus.xml"]

Le righe contenenti la parola odiano usando la ricerca fuzzy (approssimativa):

//LINE[ . contains text "hate" using fuzzy]

La ricerca fuzzy si basa sulla [distanza di Levenshtein](http://it.wikipedia.org/wiki/Distanza_di_Levenshtein) . Il numero massimo di errori consentiti viene calcolato dividendo la lunghezza del token di un termine di query specificato per 4, mantenendo un minimo di 1 errori.

Le righe contenenti la parola amore almeno due volte:

//LINE[ . contains text "love" occurs at least 2 times ]

Le righe contenenti entrambe le parole morte e abiura a una distanza di almeno due parole:

//LINE[ . contains text "death" ftand "abjure" distance at least 2 words ]

Altre varianti di distanza sono: al massimo, esattamente, da x a y

Le righe contenenti entrambe le parole odiano e amano nella stessa frase (o paragrafo):

//LINE[ . contains text "hate" ftand "love" same sentence ]

Le frasi sono delimitate da marcatori di fine riga (.,!,?, Ecc.) E i caratteri di nuova riga vengono considerati come delimitatori di paragrafo.

Le linee che contengono la parola amore ordinate in ordine decrescente di rilevanza:

for $hit score $score in //LINE[ . contains text "love" ]

order by $score descending

return <hit score='{ format-number($score, "0.00")}'>{$hit}</hit>

Il punteggio di parole chiave introduce una variabile che riceve il valore del punteggio. Questo valore è garantito tra 0 e 1: un valore più alto significa un colpo più rilevante. Il calcolo della pertinenza dipende dall'implementazione. Seguono alcune linee di uscita:

<hit score="0.62">

<LINE>Sweet love,--</LINE>

</hit>

<hit score="0.45">

<LINE>my sweet love?</LINE>

</hit>

<hit score="0.45">

<LINE>Asleep, my love?</LINE>

</hit>

<hit score="0.36">

<LINE>Love takes the meaning in love's conference.</LINE>

</hit>

# XQuery Update

**XQuery Update Facility** è una piccola estensione di XQuery per l'aggiornamento di un documento XML. Cerchiamo di lavorare sul seguente documento semplice:

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession>computer scientist</profession>

<profession>mathematician</profession>

<profession>cryptographer</profession>

</person>

Eseguiamo le seguenti operazioni di aggiornamento:

* **Elimina**

Rimuovi tutti gli elementi della professione   
delete node //profession

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

</person>

* **Inserire**

Inserisci un nodo professione nel nodo persona   
  
insert node <profession/> into /person

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession/>

</person>

Inserisci un nodo di testo nel nodo professione   
  
insert node "computer scientist" into /person/profession

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession>computer scientist</profession>

</person>

Inserire due nodi attributo nel nodo professione   
insert node (attribute start {1936}, attribute end {1954}) into /person/profession

<person born="23/06/1912" died="07/06/1954">

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

Inserisci un nodo professione come primo nodo nel nodo persona   
insert node <profession/> as first into /person

<person born="23/06/1912" died="07/06/1954">

<profession/>

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

Uso come last (impostazione predefinita) per inserire il nodo come ultimo elemento in un nodo.

Inserisci un nodo professione prima del nodo del nome   
  
insert node <profession/> before /person/name

<person born="23/06/1912" died="07/06/1954">

<profession/>

<profession/>

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

Uso after inserire il nodo dopo un altro nodo.

* + La sequenza di aggiornamenti è incorporata nelle transazioni: vengono eseguite atomicamente (commit o rollback) e in parallelo (non in sequenza). Prova questa sequenza di due aggiornamenti (il secondo è illegale e l'intera transazione viene annullata):   
      
    (insert node attribute nato {1936} into /person, insert node attribute died {1954} into /person)

Prova questo:   
let $ att: = / person / attribute :: born return (inserisci nodo <born> {string ($ att)} </ born> come prima volta in $ to / .., elimina node $ att)

<person died="07/06/1954">

<born>23/06/1912</born>

<profession/>

<profession/>

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

Ora prova questo:    
  
let $att := /person/attribute::died return (delete node $att, insert node <died>{string($att)}</died> as first into $att/..)

<person>

<died>07/06/1954</died>

<born>23/06/1912</born>

<profession/>

<profession/>

<name>

<first>Alan</first>

<last>Turing</last>

</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

**Sostituire**

Sostituisci il nome del nodo con un altro nodo   
  
replace node //name with <name>Alan Turing</name>

<person>

<died>07/06/1954</died>

<born>23/06/1912</born>

<profession/>

<profession/>

<name>Alan Turing</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

* + Sostituisci il valore del nodo del nome con un altro valore

replace value of node //name with "A. Turing"

<person>

<died>07/06/1954</died>

<born>23/06/1912</born>

<profession/>

<profession/>

<name>A. Turing</name>

<profession start="1936" end="1954">computer scientist</profession>

</person>

* + **Rinominare**

Rinominare il nome del nodo con un altro nome   
  
rename node //name as "full-name"

<person>

<died>07/06/1954</died>

<born>23/06/1912</born>

<profession/>

<profession/>

<full-name>A. Turing</full-name>

<profession start="1936" end="1954">computer scientist</profession>

</person>